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ABSTRACT

CLASSICAL AND QUANTUM COMPUTATION WITH
SMALL SPACE BOUNDS

In this thesis, we introduce a new quantum Turing machine model that supports
general quantum operators, together with its pushdown, counter, and finite automaton
variants, and examine the computational power of classical and quantum machines
using small space bounds in many different cases. The main contributions are summa-

rized below.

Firstly, we consider quantum Turing machines in the unbounded error setting:
(i) in some cases of sublogarithmic space bounds, the class of languages recognized by
quantum Turing machines is shown to be strictly larger than that of classical ones; (ii)
in constant space bounds, the same result can still be obtained for restricted quantum
Turing machines; (iii) the complete characterization of the class of languages recognized

by realtime constant space nondeterministic quantum Turing machines is given.

Secondly, we consider constant space-bounded quantum Turing machines in the
bounded error setting: (i) we introduce a new type of quantum and probabilistic finite
automata with a special two-way input head which is not allowed to be stationary
or move to the left but has the capability to reset itself to its starting position; (ii)
the computational power of this type of quantum machine is shown to be superior to
that of the probabilistic machine; (iii) based on these models, two-way probabilistic
and two-way classical-head quantum finite automata are shown to be more succinct
than two-way nondeterministic finite automata and their one-way variants; (iv) we

also introduce probabilistic and quantum finite automata with postselection with their
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bounded error language classes, and give many characterizations of them.

Thirdly, the computational power of realtime quantum finite automata aug-
mented with a write-only memory is investigated by showing many simulation results
for different kinds of counter automata. Parallelly, some results on counter and push-

down automata are obtained.

Finally, some lower bounds of realtime classical Turing machines in order to
recognize a nonregular language are shown to be tight. Moreover, the same question is
investigated for some other kinds of realtime machines and several nonregular languages

recognized by them in small space bounds are presented.
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OZET

AZ BELLEGE SAHIP KLASIK VE KUANTUM
HESAPLAMA

Bu tezde genel kuantum operatorlerini destekleyen yeni bir kuantum Turing
makine modeli ile birlikte onun yigit-bellekli, sayacli ve sonlu bellekli modelleri ta-
nimlandi ve az bellege sahip klasik ve kuantum makinelerin hesaplama giicleri bir ¢ok

durum i¢in incelendi. Temel katkilarimiz agagida 6zetlenmigtir.

Ik olarak kuantum Turing makineleri sinirli olmayan hata acisindan ele alindi:
(i) logaritma-alt1 bellek kullanilan bazi durumlarda hesaplama giicii agisindan kuan-
tum Turing makinelerinin klasik muadillerinden iistiin oldugu gosterildi; (ii) ayn1 sonug
sonlu bellege sahip kisith kuantum Turing makineleri igin de elde edildi; (iii) gercek-
zamanli sonlu bellege sahip belirlenimci olmayan kuantum Turing makinelerinin tanidig:

dil ailesi belirlendi.

Ikinei olarak, sonlu bellege sahip kuantum Turing makineleri sinirh hata acisindan
ele alindi: (i) sola gitme veya durma hakk: yasaklanmig fakat kendisini baglangig nok-
tasina tasiyabilen 6zel kafaya sahip yeni cift-yonlii kuantum ve olasiliksal sonlu durumlu
makineler tamimlandi; (ii) hesaplama giicii agisindan bu tiir kuantum makinelerin
olasiliksal olanlardan daha giiclii oldugu gosterildi; (iii) bu modeller temelinde, cift-
yonlii olasiksal ve klasik kafaya sahip kuantum sonlu durum makinelerin, c¢ift-yonlii
belirlenimci olmayan sonlu durum makineler ile kendi tek-yonlii muadillerinden daha
az sonlu bellek kullandiklar1 gosterildi; (iv) ayrica olasiliksal ve kuantum sonsegimli
sonlu durumlu makineler ile sinirh hata payi ile tanmidiklar: dil siniflar1 tanimlandi ve

bir ¢cok ozellikleri gosterildi.
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Uciincii olarak, sadece yazma hakki olan bir hafiza eklenen gercek-zamanl kuan-
tum sonlu durumlu makenelerin hesaplama giicii, farkl tiirdeki sayacli makineler {ize-
rinden yapilan bir ¢ok benzetim ile incelendi. Paralel olarak, sayach ve yigit-bellekli

makinelere dair bazi1 sonuclar elde edildi.

Son olarak, literatiirde gecen bazi alt sinirlarin, diizenli olmayan bir dili taniyan
gercek-zamanh klasik Turing makineler i¢in miimkiin olan en iyi simirlar olduklar1 gos-
terildi. Ek olarak, benzer soru diger tiir gercek-zamanli makineler icin arastirildi ve

onlar tarafindan az bellek ile taninan birgok diizenli olmayan dilin varligi gosterildi.
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1. INTRODUCTION

Computation with small space-bounds has always had a special emphasis in the
field of theoretical computer science. In this thesis, we examine both classical and
quantum small space complexity classes. Our main tools are Turing machines (TM)
and some restricted variants of them, i.e. one-way or realtime TMs, finite automata,
and counter and pushdown automata. Since quantum computation is relatively a young
research field (and so it has been less investigated than classical computation), our main

focus is on quantum machines and their space-bounded classes.

Moreover, we think that examining small space complexity classes or the models
working in small space-bounds is useful for understanding and comparing different kinds
of computational resources, such as nondeterminism, randomization, quantumness, etc.
Therefore, we also try to investigate the cases in which quantumness (or randomization )

has advantages and the cases having no advantage.

Our interest of “space” can be classified into four general cases, which can also be

seen as the understanding of what we mean by small space-bounds:

i. constant space,
ii. sublogarithmic space,
iii. sublinear space, and

iv. linear space.

Note that, such a classification may not be meaningful for some models since their
computational power increases only when using logarithmic or linear space [1,2]. On
the other hand, even constant space can be sub-classified for some models in terms of

language recognition [3-5].

In the following part, based on the outline of the thesis, we give a short description

of each chapter by highlighting the main results.



Chapter 2 begins with the preliminaries in which the basic notations, terminolo-
gies, and language recognition settings used throughout the thesis are presented. After
that, the conventional TM model for space bounded computations and its classical
variants, i.e. finite automata (FA), counter automata (CA), and pushdown automata
(PDA), are given with their formal definitions and computational specifications. The

chapter ends with the definitions of many space classes.

In Chapter 3, we introduce a new kind of quantum Turing machine (QTM) al-
lowing to implement general quantum operators and its FA, PDA, and CA variants.
Since the previously defined QTM models for space-bounded computations [6-8] did
not reflect the full generality of quantum mechanics, our new QTM model is one of the
contributions of the thesis. We also present several well-formedness conditions, i.e. a
list of constraints obeyed by the transition function of the machine, for the quantum
models' . Moreover, we present the standard technique for quantum machines in order
to simulate their classical counterparts exactly, such that both machines agree on the
accepting value for any given input string. Lastly, the “linearization” technique of a

quantum finite automaton (QFA) operating in realtime? is given.

In Chapter 4, we focus on our results related with unbounded error, both in
the general case and in one-sided (equivalently, nondeterministic) case. Firstly, we
show that one-way® QFAs (1QFAs), that is, one-way QTMs (1QTMs) with constant
space, can recognize some nonstochastic languages that were shown to be not recog-
nizable by a probabilistic Turing machine (PTM) (resp., one-way PTMs (1PTMs)) in
space o(loglogn) (resp., o(logn)). This is one of our superiority results of quantum
computation over classical computation in o(loglogn) and o(logn) spaces. Thus, we
partially solve an open problem addressed in [6], i.e. the relationship between QTMs
and PTMs for sublogarithmic space bounds. In the next part, we solve another open

problem introduced in [9], i.e. the complete characterization of a restricted type re-

altime QFA (RT-QFA), namely realtime Kondacs-Watrous QFA [4] (RT-KWQFA),

!Some of them are given in Appendix A.

2The input head of the machine is allowed to move only to the right in each step.

3The input head of the machine is allowed either to be stationary or to move to the right in each
step.



in the unbounded error setting. We show that the language class recognized by RT-
KWQFASs is equal to that of realtime probabilistic FAs (RT-PFAs) in this setting, using
a simulation technique. Moreover, this technique is also used in order to demonstrate
some other results. Thirdly, we present the complete characterization of the class of
languages recognized by realtime nondeterministic QFAs (RT-NQFAs) and then show

some non-trivial properties of this class.

In Chapter 5, we shift our focus on the results related to constant space-bounds
and the bounded-error cases. Firstly, we define a new type of QFAs and PFAs with a
special two-way input head which is not allowed to be stationary or move to the left,
but has the capability to reset the input head to its initial position and to change the
internal state to a specified one. If the specified internal state is set to be the initial one,
these machines are called realtime QFAs and PFAs with restart, denoted by RT-QFA®s
and RT-PFA®s. Secondly, we show that the class of the languages recognized by this
kind of QFAs is a proper superset of that of PFAs in bounded error setting. Moreover,
based on these models, we show that two-way QFAs and two-way PFAs (2QFAs and
2PFAs) can be more concise than two-way nondeterministic FAs (2NFAs) and their
one-way variants. Additionally, in a special setting, we also show that 2QFAs can be
more concise than 2PFAs. Thirdly, we present more space- and time-efficient algo-
rithms for 2QFAs in order to recognize some nonregular languages. In the last part of
this chapter, we introduce the FAs endowed with an unrealistic theoretical capability,
i.e. postselection. By postselection, it is meant that the final decision on the input is
given by a specified subset of the computation outcomes and so the rest of the compu-
tation outcomes are discarded [10]. We introduce both RT-QFAs and RT-PFAs with
postselection (RT-PostQFA and RT-PostPFA) and then give some characterizations
of the classes of the languages recognized by them. As an interesting observation, the
class of languages recognized by RT-PostQFA and RT-QFA® (resp., RT-PostPFA and
RT-PFA®) are the same in both bounded and unbounded error settings. Additionally,
in [11,12], a somewhat different QFA model with postselection was defined based on
RT-KWQFA. We also examine probabilistic and quantum versions of these models,

and present some characterizations of the classes of languages recognized by them.



In Chapter 6, we present our results that are extensions of the ones we gave
in [13] and [14], that is, a RT-QFA augmented with a write-only memory (WOM)
(RT-QFA-WOM). Contrary to classical computation, due to the interference of the
configurations, the computational power of a quantum machine can be increased by
using a WOM. Throughout the chapter, we investigate the computational power of
RT-QFA with IOC (increment-only counter), POS (push-only stack), and WOM by
showing some simulations of classical machines, such as blind and reversal counter

automata, and giving some example languages.

The minimum space usage required by a TM in order to recognize a nonregular
language has been determined for many cases 2|, but realtime TMs have not been
considered. In Chapter 7, we show that RT-TMs can share the same lower bounds
with one-way TMs (1TMs) by using a general simulation technique. Moreover, the
same question is investigated for some other kinds of realtime machines and several

nonregular languages recognized by them in small space bounds are presented.

In Chapter 8, we present the remaining results of our work that we chose not to

organize as a separate chapter.

Section 9 is the conclusion of the thesis. We present a technical summary of all
results. A short review of the mathematical formalism used for quantum computation

in this thesis is given in Appendix B.



2. SPACE-BOUNDED COMPUTATION

This chapter forms the foundation of the thesis. In Section 2.1, we list basic
notations and terminologies and language recognition settings used throughout the
thesis. The details of generic TMs convenient for space bounded computations are
presented in Section 2.2. Consequently, the details of generic PDAs and CAs are
given in Sections 2.3 and 2.4, respectively. Then, the formal definitions of classical
(deterministic, nondeterministic, alternating, and probabilistic) machines are presented
in Section 2.5. The computational specifications of all types of machines that we cover
(classical and quantum) are described in Section 2.6. In the last section (2.7), the
generic space complexity classes and some specific space classes introduced in this

thesis are presented.
2.1. Preliminaries

2.1.1. Basic Notation

i. For a given set S, | S| is the size of the set.
ii. For a given alphabet A, A* is the set of the empty string (or the empty symbol),
denoted as ¢, and all strings obtained by finitely concatenating the symbols of A.
iii. For a given string w, |w| is the length of w, w; is the i** symbol of w.
iv. For a given vector (row or column) v, v[i] is the i" entry of v.
v. For a given matrix A, A[i, j] is the (i, 7)™ entry of A.
vi. Let {4; | 1 <i <n} be aset. Then, A denotes A; x --- x A, and any instance
of A is denoted by small letter, i.e. @ or Qicf,....|Al}-
vii. Some fundamental conventions in Hilbert space are as follows:
e v and its conjugate transpose are denoted as |v) and (v|, respectively;
e the multiplication of (v;| and |vy) is shortly written as (v |vy);
e the tensor product of |v1) and |ve) can also be written as |v;)|ve) instead of
v1) ® |vg),

where v, v1, and vy are vectors.



2.1.2. Basic Terminology

¥ (input alphabet): 3 is a finite set of symbols, i.e. ¥ = {o1,...,05}. As a
convention, 3 never contains the symbol # (the blank symbol), ¢ (the left end-marker
of the input), and $ (the right end-marker of the input). ¥ denotes the set ¥ U {¢, $}.

Additionally, w denotes the string ¢w$, for any given input string w € %*.

I' (work tape, stack, or memory alphabet): T is a finite set of symbols, i.e. T' =
{m, ...y} In case of work tape, I' contains # and in case of memory, I' additionally
contains €. On the other hand, in case of stack, I contains & (the left end-marker of

stack) but not # and T = T'U {#}.

A (the set of outcomes) and ) (the finite register alphabet): In quantum compu-
tation, in order to implement general quantum operators, the main system is subjected
to interact with a writeable finite register (See Appendix B for details). € represents
the alphabet of this finite register, i.e. Q = {wi,...,wjq/}. In some cases, a selective
(projective) measurement is done on the finite register. In those contexts, A repre-
sents the finite set of outcome results of the measurement, i.e. A = {r,...,7a}; Qis

partitioned into |A| pairwise disjoint parts, i.e.

Q=)o (2.1)

TEA

and the projective measurement, P is specified as

P={Pea| P, =) |w)wl}. (2.2)

UJGQT

In its standard usage, A contains three elements, i.e. A = {n,a,r}, and the following

actions are associated with the measurement outcomes:

e “n”: the computation continuous;

e “a”: the computation halts, and the input is accepted;



e “r”: the computation halts, and the input is rejected.

Q (the set of internal states): @ is a finite set of internal states, i.e. @ =

{a1,-..,qq(}. Unless otherwise specified, we assume the following:

® ¢ is the initial state;

e for classical computational models except realtime finite automata (see Section
2.5), @ is partitioned into three disjoint subsets, i.e. @, (the set of the accepting
states), @, (the set of the rejection states), and @, = Q \ {Q, U Q. } (the set of
the nonhalting states);

e for realtime finite automata including quantum ones, only one subset of @ is

defined, Q.

<> (the set of head directions): <> is set {<—, |, —}, where “<~” means that the
(corresponding) head moves one square left, “]” means that the head stays on the same

” means that the head moves one square right. When the tape is used

square, and “—
as a stack, the arrows are also associated with the following stack operations: “<”
means that the top symbol is popped from the stack, “]” means that the top symbol is
popped from the stack and a new symbol is pushed into the stack, and “—” means that
a symbol is pushed into the stack. As a special case, > is set {|,—}. Additionally,
D;, Dy, and Dy are some functions from @ to <> (or to >>). As will be seen later, the

G397 e, )?

subscripts “1”, “w”, and “s” correspond to input tape, work tape, and stack, respectively.

O (the counter operations): ¢ is set {—1,0,41}, where “—1” means that the
value of the counter is decreased by 1, “0” means that the value of the counter is not
changed, and “+41” means that the value of the counter is increased by 1. As a special
case, A is set {0,+1}. Additionally, D, is a function from Q to OF (or to A*), where

k, a nonnegative integer, denotes the number of the counter(s).

© (the status of a counter): © is set {0,1}, where 1 means that the counter value

is nonzero and 0 means that the counter value is zero.



d (the transition function): The behavior of a machine is specified by its transition
function. The domain and the range of a transition function may vary with respect to
the capabilities of the model. For a general and formal definition, d, which is called
“having m domain components and n range components” throughout the thesis, is a

function

§: X1 X Xy X oo X Xy — ZY0V2X0XYn (2.3)

where m and n depend on the model; Xi<;<,,’s (the domain components), which decide

the updates in a single step, can be
e the current internal state,
e the symbols read by the tape heads, or

e the status of a counter;

Yi<j<n's (the range components), which are updates done in a single step, can be

the next internal state,

the symbols written on the tapes, memories, etc.,

the movements of the tape heads, or

an update operation on a stack or a counter;

and Z (the set of the transition values) is a set of either discrete or continuous numbers.

More specifically, for each z € X,

0(x) =Yzl (2.4)

:QZEY

and z; € Z is called the transition value and by overloading notation ¢, z; is also

represented as

zi = 0(z;9;) = o0(z[1], ..., 2[m], w[l], ..., un]), (2.5)



where
d: Xy X xX,xYix---xY, = Z (2.6)

Note that, independent of the context, z; = 0 always corresponds to the case where
there is no update defined from ¥ to y;. For nondeterministic and alternating machines,
Z is set to {0, 1}, where the transitions are defined only for values 1. If there is exactly
one transition defined for each domain elements, we obtain a deterministic machine.
The transition function of a deterministic machine can be written in the simplified

form as follows:
§: X =Y. (2.7)

For probabilistic machines, Z is set to [0, 1] (or a subset of a [0, 1]), where the transitions
are defined for nonzero values and each transition value is called as the transition
probability. For each domain value, all related transition probabilities must always be

summed up to 1, i.e. for each 7 € X,

Z o(z;9;) = 1. (2.8)

BEY

This condition is known as the local condition for PTM wellformedness. For quantum
machines, Z is set to a subset of complex numbers whose euclidean norm is at most 1.

(The remaining details are given in Section 3.)

[y (w) (the accepting probability): For a given machine M and an input string
w e X¥, fi(w), or shortly fa(w), is the accepting probability of w associated by M. If
the range of fy(w) is extended to real number domain, it is called the accepting value.
Moreover, f},(w) is used in order to represent the rejecting probability of w associated
by M. Note that, for deterministic, nondeterministic, and alternating machines, the

value of these functions is either 0 or 1.
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2.1.3. Language Recognition

2.1.3.1. Cutpoint. The language L C 3* recognized by machine M with (strict)
cutpoint A € R is defined [15,16] as

L={weS| fulw) > A (2.9)

The language L C * recognized by machine M with nonstrict cutpoint A € R

is defined [16] as

L={weX| fu(w) > A} (2.10)

The language L C ¥* is recognized by machine M with strict (resp., nonstrict)

cutpoint if there exists a cutpoint A € R such that L is recognized by machine M with

strict (resp., nonstrict) cutpoint A.

2.1.3.2. One-Sided Cutpoint. The language L C 3* is recognized by machine M with

(positive) one-sided cutpoint A € R if L is recognized with cutpoint A and fu(w) = A
for all w ¢ L.

The language L C »* is recognized by machine M with negative one-sided cut-

point A € R if L is recognized by machine M with positive one-sided cutpoint A

The language L C ¥* is recognized by machine M with positive (resp., negative)
one-sided cutpoint if there exists a cutpoint A € R such that L (resp., L) is recognized

by machine M with positive one-sided cutpoint A € R
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2.1.3.3. Exclusive and Inclusive Cutpoint. The language L C >* is recognized by ma-

chine M with exclusive cutpoint A € R if L is defined as

L={weS| fulw) £ A (2.11)

The language L C X* is recognized by machine M with inclusive cutpoint A € R

if L is recognized by machine M with exclusive cutpoint \.

2.1.3.4. Unbounded Error. The language L C ¥* is recognized by machine M with

unbounded error if L is recognized by M with either strict or nonstrict cutpoint [17].

2.1.3.5. One-Sided Unbounded Error. Let fy(w) € [0,1].

The language L C ¥* recognized by machine M with (positive) one-sided un-

bounded error is defined as

L={we | fulw) >0}, (2.12)

The language L C X* recognized by machine M with negative one-sided un-

bounded error is defined as

L={we¥Y| fulw) =1}, (2.13)

2.1.3.6. Isolated Cutpoint or Bounded Error. Let fu(w) € [0, 1].

The language L C ¥* is said to be recognized by machine M with isolated
cutpoint [15] A € (0, 1) if there exists a 6 > 0 such that
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o fu(w)> A+ 6 when w € L and
o fu(w)<A—6 whenw ¢ L,

where ¢ is known as the isolation gap.

The language L C > is said to be recognized by machine M with bounded error
if there exists a p € (3,1] such that

o fu(w)>p when we L and
o fu(w)<1—pwhenw¢ L.

Equivalently, it can be said that L C »* is recognized by machine M with error bound

e, where e =1 —p (and so € € [0, 1)).

2.1.3.7. One-Sided Bounded Error. The language L C ¥* is said to be recognized by

machine M with (positive) one-sided bounded error if there exists a p € (0, 1] such

that

o fym(w) > p when w e L and
o fu(w)=0when w ¢ L.

Equivalently, it can be said that L C X* is recognized by machine M with (positive)

one-sided error bound €, where e =1 — p (and so € € [0,1)).

The language L C ¥* is said to be recognized by machine M with negative

one-sided bounded error if there exists a p € (0, 1] such that

o fu(w)=1when we L and
o fu(w)<1—pwhenw¢ L.

Equivalently, it can be said that L C X* is recognized by machine M with negative

one-sided error bound ¢, where e = 1 —p (and so € € [0, 1)).
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2.2. Turing Machines

The Turing machine (TM) models used throughout the thesis consist of a read-
only input tape with a two-way tape head, a read/write work tape with a two-way
tape head, and a finite state control. (The quantum versions also have a finite register
that plays a part in the implementation of general quantum operations, and is used
to determine whether the computation has halted, and if so, with which decision.
For reasons of simplicity, this register is not included in the definition of the classical
machines, since its functionality can be emulated by a suitable partition of the set of
internal states without any loss of computational power.) Unless otherwise specified,

both tapes are assumed to be two-way infinite and indexed by Z.

Let w be an input string. On the input tape, w is placed in the squares indexed
by 1,...,|w|, and all remaining squares contain #. When the computation starts, the
internal state is ¢;, the input tape head and the work tape head are placed on the
squares indexed by 1 and 0, respectively. Additionally, we assume that the input tape
head never visits the squares indexed by 0 or |w| + 1.

The transition function of a classical TM, i.e.

§:0Q x X x T — ZOxTxox< (2.14)
or

Z = 5((]70-7’7’ q/a’y,adiadw) S Z, <215>

has 3 domain components and 4 range components such that whenever z #£ 0,
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the TM — that is in state ¢ € Q and reads symbols o € ¥ and v € I on the
input tape and the work tape, respectively — changes its state to ¢’ € Q,
writes 7/ € I' on the work tape, and then updates the position of the input
and work tapes with respect to d; €<> and d,, €<>, respectively, with

transition value z.

In the quantum case, there is also a fifth range component €2 in order to implement
general quantum operations, i.e. a symbol is written on the register (w € ). (The

details are given in Section 3.).

By restricting the movement of the input tape head to {|, —} (and so by replacing
range component corresponding to the input tape head <> with >), we obtain a one-

way TM, denoted as 1TM.

If the input tape head is restricted to move only to the right (“—”) (and so range
component <> corresponding to the input tape head is completely removed from the
transition function and the input tape head is automatically moved one square to the
right after each transition), we obtain a realtime TM, denoted as RT-TM. Note that,

after reading $, the computation of a RT-TM must be terminated.

If a 1TM is allowed to be stationary on a symbol for only at most some fixed
steps, say d > 0, it is called RT-TM with delay d, denoted as dRT-TM. However, note
that, by allowing it to be stationary, the input tape head of a quantum Turing machine
(QTMs) may be put in superposition (see [6,7,18] and also Chapter 3), i.e. each head
in the superposition may be positioned on a different symbol of the input. This violates
the idea behind the realtime computation. Therefore, for realtime QTMs with delay

d, the input head is required to be classical, where d > 0.

In space-bounded computation, the models having more than one work tape can
generally be simulated by the ones having one work tape with the same amount of space
usage. On the other hand, this is not the case for RT-TMs [19,20]. Therefore, the
number of the work tapes is a parameter for RT-TMs. However, all RT-TMs presented
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in this thesis have only one work tape. Additionally, we assume that the work tape of

RT-TMs are one-way infinite and their left most square is indexed by 0.

Table 2.1. The list of the abbreviations of Turing machines

Types of TMs T™ 1TM (d-)RT-TM
deterministic DTM 1DTM (d-)RT-DTM
nondeterministic NTM INTM (d-)RT-NTM
probabilistic PTM 1PTM (d-)RT-PTM
alternating ATM 1ATM (d-)RT-ATM
quantum QTM 1QTM (d-)RT-QTM
nondeterministic quantum NQTM INQTM (d-)RT-NQTM
classical head quantum CQTM 1CQTM (d-)RT-CQTM
classical head nondeterministic quantum | CNQTM | 1ICNQTM | (d-)RT-CNQTM

If we remove the work tape of a TM (and so domain component I and range

component I' with its related range component <> are completely removed from the

transition function), we obtain a finite automaton, denoted as FA.

In classical and quantum FA domains, prefix “1” has been sometimes used instead

of prefix “realtime” [4,9,15,21|. This is generally not a problem for classical FAs due to

their equivalence. However, this is not the case for quantum FAs (QFAs) since allowing

the head to be stationary increases the power of QFAs, i.e. in bounded and unbounded

error language recognition [4,22,23]. In the current literature, QFAs are commonly

denoted using the prefix “1” and “1.5” in order to present “realtime” and “one-way”

input heads, respectively [4,22-24|. In this thesis, we adopt the prefix notation of TMs

for one-way and realtime models:

ii.

iil.

1v.

two-way finite automaton (2FA), TM with no work tape,
one-way finite automaton (1FA), 1TM with no work tape,

realtime finite automaton with delay d (dRT-FA), dRT-TM with no work tape,

where d > 0, and,

realtime finite automaton (RT-FA), RT-TM with no work tape.
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Note that, in FA domain, two-wayness of the input head has been clearly indicated.

Table 2.2. The list of the abbreviations of finite automata

Types of FAs 2FA 1FA (d-)RT-FA
deterministic 2DFA 1DFA (d-)RT-DFA
nondeterministic 2NFA 1INFA (d-)RT-NFA
probabilistic 2PFA 1PFA (d-)RT-PFA
alternating 2AFA 1AFA (d-)RT-AFA
quantum 2QFA 1QFA (d-)RT-QFA
nondeterministic quantum 2NQFA INQFA (d-)RT-NQFA
classical head quantum 2CQFA 1CQFA (d-)RT-CQFA
classical head nondeterministic quantum | 2CNQFA | 1ICNQFA | (d-)RT-CNQFA

A TM is said to be unidirectional (or simple) if the movements of input and work
tape heads are fixed for each internal state to be entered in any transition. That is,
for a unidirectional TM, denoted as uni-TM, D; and D,, determine respectively the
movements of the input and work tape heads in any transition. Thus, the correspond-
ing range component(s) of §’s are dropped. For simplicity, each internal state of a

unidirectional FA, say ¢, can be represented as follows:

o T if Di(q) = “ <",
o lqif Di(q) = “ 1", and
o ¢ if Di(q) = “—".

All classical computational models presented throughout thesis are equivalent to their
unidirectional counterparts. Therefore, each of those machines is considered with de-

fault unidirectional.
A configuration of a TM is the collection of
e the internal state of the machine,

e the position of the input tape head,

e the contents of the work tape, and the position of the work tape head.
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C", or shortly C, denotes the set of all configurations, which is a finite set in our case
of space bounded computations. Let ¢; and ¢; be two configurations. The value of the
transition from ¢; to ¢; is given by the transition function ¢ if ¢; is reachable from ¢; in
one step, and is zero otherwise. A configuration matriz is a square matrix whose rows
and columns are indexed by the configurations. The (j, 7)™ entry of the matrix denotes
the value of the transition from ¢; to ¢;. We assume c; as the initial configuration, in
which, as described previously, the heads are placed on the square indexed by 1 and
the internal state is ¢; (in quantum case, the finite register is prepared by the initial

symbol as well).

For classical TMs, a configuration is called an accepting configuration (resp., a
rejecting configuration) if its internal state belongs to the set of the accepting states
(resp., the set of the rejecting states). Moreover, a configuration is called a halting
configuration if it is an accepting or rejecting configuration or (in nondeterministic
and alternating cases) there is no defined transition from it. The computation does
not continue from a halting configuration. However, note that, for the models making
their decisions after reading the whole input, such as RT-FAs, the configurations can

be associated with adjectives “accepting” or “rejecting” only after reading symbol $.

2.3. Pushdown Automata

A pushdown automaton (PDA) is a TM using its work tape as a stack, on which
three operations are applied: pop, push, and pop-and-push. As a special note, the push
operation on a stack can be implemented by a TM in at least two steps, however, it is
a single step for a PDA. We assume that the stacks are one-way infinite and bounded
from the left. The squares of a stack are indexed by nonnegative integers, where the
left-most square is indexed by 0 on which F is placed throughout the computation.
At the beginning of the computation, all squares indexed by positive integers contain
symbol #. The stack head is assumed not to drop out from left. For PDAs, I' contains
- and not # and T =T U {#}.

For a given input string w € X, a configuration of a PDA is composed of the
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following elements:

e the current internal state,
e the position of the input head, and

e the contents of the stacks.

Throughout the thesis, it is assumed that the PDAs have one stack. A two-way
pushdown automaton (2PDA) has a two-way input tape head, i.e. in each transition,
the position of the input tape head can be updated with respect to <>, and a one-
way pushdown automaton (1PDA) is a restricted 2PDA in which the input tape head
cannot move to the left, i.e. in each transition, the position of the input tape head can
be updated with respect to . By not allowing the input tape head of a 1IPDA to be

stationary, we obtain a realtime pushdown automaton (RT-PDA).

The transition function of a PDA can be defined as a special case of a TM after
making some small modifications for the push operation. That is, syntactically, there
is no difference between the transition function of a TM and a PDA. However, a PDA
has some restrictions on its transition function and the push operation has capability
to change the next square (on the right side) on the stack. In the following, the details

of the operations implemented on the stack are presented. Note that, all the remaining

Table 2.3. The list of the abbreviations of pushdown automata

Types of PDAs 2PDA 1PDA (d-)RT-PDA
deterministic 2DPDA 1DPDA (d-)RT-DPDA
nondeterministic 2NPDA INPDA (d-)RT-NPDA
probabilistic 2PPDA 1PPDA (d-)RT-PPDA
alternating 2APDA 1APDA (d-)RT-APDA
quantum 2QPDA 1QPDA (d-)RT-QPDA
nondeterministic quantum 2NQPDA INQPDA (d-)RT-NQPDA
classical head quantum 2CQPDA 1CQPDA (d-)RT-CQPDA
classical head nondeterministic quantum | 2CNQPDA | 1ICNQPDA | (d-)RT-CNQPDA
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part of the transition function is exactly the same as a TM.

Let d, €< be the direction of the stack head and v € I" and 7/ € T be the

symbols to be read and to be written on the stack, respectively.

e In a pop operation, v # “ 7 is overwritten by “#” and the head is moved one
square to the left. (For symbol F, the pop operation is forbidden.) Therefore,
the pop operation is associated with setting of d, to “ <— 7 and the values of all
transitions having the setting of v = “F 7 or the setting of 7' # “#” are always
zero.

e In a pop-and-push operation, v is overwritten by v # “#” and the head stays
in the same square. (It is not allowed to write symbol #.) Therefore, the pop-
and-push operation is associated with setting of d; to “ | 7 and the values of
all transitions having the setting of v = “#” or the setting of v = “ F 7 and
~' £ “F7 are always zero.

e In a push operation, the following two consecutive operations of a TM are com-
bined: (i) v is overwritten by v and the head is moved one square to the right, (ii)
symbol # is overwritten by 7/ # “#” and the head stays in the same square. (It
is not allowed to write symbol “#”.) Therefore, the push operation is associated
with setting of ds to “ — 7 and the values of all transitions having the setting of

~' = “#” are always zero.

As a last remark, unidirectional PDAs, denoted as uni-PDAs, are defined exactly
in the same way as TMs. Thus, D,(q') determines the stack operation of the transition

in which ¢’ is the state to be entered.

2.4. Counter Automata

A counter automaton (CA) can be seen as a PDA with multiple stacks whose
alphabets are restricted to contain two symbols, i.e. - and a counting symbol. That is,
a CA can count by using its stacks and can check whether their values are zero or not.

In order to make a counting with negative numbers, we also assume that the stack tapes
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are two-way infinite by requiring that the squares indexed by 0 always contains - and
the remaining squares contain either the blank symbol or counting symbol throughout

the computation. Note that, there is no blank symbol between the counting symbols.

Formally, we follow the domain specific conventions of counter automata. A k €
Z* counter automaton (KCA) is a finite state automaton augmented with k counters
which can be modified by some amount from ¢, and where the status of these counters

is also taken into account during transitions.

For a given input string w € 3, a configuration of a kCA is composed of the

following elements:
e the current internal state,
e the position of the input head, and

e the contents of the counters.

Similar to PDAs, we define two-way k-counter automaton (2kCA), one-way k-

counter automaton (1kCA), and realtime k-counter automaton (RT-kCA).

Table 2.4. The list of the abbreviations of counter automata

Types of kCAs 2kCA 1kCA (d-)RT-KCA
deterministic 2DECA 1DKCA (d-)RT-DECA
nondeterministic 2NECA INECA (d-)RT-NEKCA
probabilistic 2PkCA 1PECA (d-)RT-PECA
alternating 2AkCA 1AKCA (d-)RT-ALKCA
quantum 2QkCA 1QkKCA (d-)RT-QkCA
nondeterministic quantum 2NQKCA INQKCA (d-)RT-NQKCA
classical head quantum 2CQkCA 1CQLKCA (d-)RT-CQECA
classical head nondeterministic quantum | 2CNQkCA | 1ICNQACA | (d-)RT-CNQKCA

Let k be a nonnegative integer. The transition function of a classical 2kCA, i.e.

§:Q x % x {OF) — x>0 (2.16)
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or

2 =0(q,0,0.q,d;,0) € Z, (2.17)

has 3 domain components and 3 range components such that whenever z # 0,

the 2kCA — that is in state ¢ € Q, reads symbols ¢ € % on the input
tape, and has § € ©F on the counter(s), i.e. 0[] represents the status of
the i'" counter, — changes its state to ¢ € @, updates the position of the
input head with respect to d;, and updates the values of the counter(s)
with respect to ¢, i.e. the value of j* counter is updated by ¢[j], with

transition value z, where 1 <1,7 < k.

For 1kCA, the range component <> is replaced by > and for RT-kCA, the range
component <> is completely removed. In the quantum case, there is also an additional
range component €2 in order to implement general quantum operations, i.e. a symbol

is written on the register (w € ).

Similar to TMs, a CA is said to be unidirectional or stmple, denoted as uni-CA, if
the movement of the input tape head and the updates of the counters are fixed for each
internal state to be entered in any transition. (The function determining the updates

of the counters is D...) Thus, the corresponding range component(s) of d’s are dropped.

An r-reversal kCA [25], denoted as r-rev-kCA, is a kCA such that the number of
alternations from increasing to decreasing and vice versa on each counter is restricted

by r, where r is a nonnegative integer.

A blind £CA, denoted as a kBCA, is a kCA never knowing the status of its
counter(s) (and so the domain component ©F is completely removed) and it requires

that the value of the each counter must be zero in order to accept a given input string.

Lastly, a kCA(m) is a kCA with the capability of updating its counter by a value
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from the set {—m,...,0,...,m} in a single step, where m > 1. Indeed, for any given
ECA(m), an isomorphic kCA can easily be built and so such a capability does not
increase the computational power of CAs. We present this fact explicitly for realtime

quantum CAs in Lemma 3.4.

2.5. Formal Definition of Classical Machines

Formally, a classical TM or a classical PDA with any type of the input tape head
has is a 7-tuple

P = (Q,E,F,(S, q17Qa>Qr)' (218)

For two-way or one-way classical FAs or kCAs, we use a 6-tuple

P = (Q72757 QIanQr)' (219)

For the above machines, @, = @ \ {Q, U @Q,} and additionally in case of alternating
machines, (), is composed of two disjoint subsets: ()., the set of existential states; Q,,

the set of universal states.

A realtime classical FA or kCA is a 5-tuple

P = (Q72757 q17Qa)' (220)

When it describes an alternating machine, () is composed of two disjoint subsets: Q.
and @),. Moreover, for probabilistic FAs, the transition function can also be defined
as a finite set of (left) stochastic matrices, i.e. A .5 and A,[j,i| represents the tran-
sition probability from ¢; to ¢; when reading o. Throughout the thesis, we follow this

convention for those machines: a two-way or one-way PFA is a 6-tuple

P = (szv{Aaei}v%aQaaQr) (2'21)



23

and a RT-PFA is a 5-tuple

P = (Qyzu{Agei}7QhQa)' (222)

Similarly, the transition function of a probabilistic kKCA can be represented by a col-

lection of (left) stochastic matrices defined for each o € ¥ and each § € O,

2.6. Computation of Machines

Let w € ¥* be a given input string and M be a machine. For all computational
models, the computation begins with the initial configuration. We use mainly the tree
structure in order to represent the computation of classical models with the following

specifications:

the root(s) of the tree(s) is (are) always the initial configuration;

the nodes are the configurations and the halting configurations can only be placed

on the leafs;

the edges represent the one-step transitions between the configurations;

any path from the root to a leaf is called a halting path

2.6.1. Deterministic Computation

The computation is traced by a finite path, i.e. the leaf of the path is either an
accepting or rejecting configuration. w is accepted if and only if the path of M on w

ends with an accepting configuration.

2.6.2. Nondeterministic Computation

The computation is traced by a finite or infinite tree. Contrary to the deter-
ministic case, more than one outgoing edge may be defined for a configuration. A
terminating path of the tree is called an accepting path (resp., rejecting path) if its leaf

is an accepting (resp., rejecting configuration). w is accepted if and only if there exists
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an accepting path in the tree of M on w.

2.6.3. Alternating Computation

This is a generalization of nondeterministic computation. The computation is
traced by a forest, a set of trees. The tree structure is similar to that of nondeterministic
computation. However, each tree is allowed to have only one outgoing edge from
any node corresponding to a (nonhalting) configuration having an existential state.
Therefore, different nondeterministic choices lead to different computation trees. A
tree is called an accepting tree if each leaf of the tree correspond to an accepting
configuration, that is, any terminating path of the tree is an accepting path. w is

accepted if and only if there exists an accepting tree in the forest of M on w.

2.6.4. Probabilistic Computation

We can either use tree structure or vectors. The tree structure of a probabilistic
computation is similar to that of nondeterministic computation, in which each edge
has a weight, i.e. the transition probability. Therefore, each accepting or rejecting
path can also be associated with a probability, calculated by multiplying all weights
of the path. (Note that, the number of accepting or rejecting paths can be infinite.)
The overall accepting (resp., rejecting) probability of M on w, f¢,(w) (resp., fi,(w)),
is the summation of the probabilities associated to the all accepting (resp., rejecting)

paths.

In the vector representation, a column vector, called configuration vector or state
vector, whose " entry corresponds to the " configuration or state, represent the
probability distribution of the configuration in any step of the computation, i.e. in each
step of the computation, the current vector is multiplied by the configuration matrix
from the left. Note that, in the configuration matrix, the (i,4)"" entry is always assumed
to be 1 if the i column (or vector) corresponds to a halting configuration. Thus, the
probability of reaching a halting configuration can be cumulatively represented by the

corresponding entry in any step of the computation.
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As a special case, the computation of a RT-PFA can be traced by a stochastic

state vector, say v, such that v(7) corresponds to state ¢; € Q.
V; = Au?ivi—la (223)

where 1 < i < |@| and vy is the initial state vector whose first entry is equal to 1. The

transition matrices of a RT-PFA can be extended for any string as
Ape = A Ay, (2.24)
where 0 € &, w € (i)*, and A, = I. The probability that w is accepted by 1PFA P is

frw) =" (Aguo)(i) = > vja(i). (2.25)

q:€Qa i €Qa

By generalizing the linearization of RT-PFA, Turakainen [26| defined a more
general computational model, called generalized finite automaton (GFA). The details

of a GFA are given in Figure 2.1.
2.6.5. Quantum Computation

In this part, we roughly explain quantum computation® by using the classical

representation tools, tree structure and vectors together.

A pure quantum state, or shortly, a quantum state, is represented by a column
vector, where each entry represents the amplitude of being in the classical state that

is assumed as the configurations of the quantum machines throughout the thesis.

In quantum computation, as a part of the one-step transition, some symbols

are written on the finite register (and then the register is discarded either after a

4The formal definitions and detailed explanations are in Chapter 3 and Appendix B.
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A GFA is formally a 5-tuple

g = (Q,Ej{AaeE}Wo;f)a (226)

where
i. Ayex are |@Q| x |@Q]-dimensional real valued transition matrices;
ii. vp and f are real valued initial (column) and final (row) vectors,
respectively.
Similar to what we have for RT-PFAs, the transition matrices of a GFA
can be extended for any string. For a given input string, w € X, the

acceptance value associated by GFA G to string w is

fo(w) = fAy, - Awvo = fAL. (2.27)

Figure 2.1. Generalized finite automaton

measurement or without any measurement). For each written symbol, the current
quantum state is transformed into a new quantum state with the probability of the
square of the euclidean norm of the new quantum state. (Once the finite register is

discarded, the new quantum states are normalized® .)

Similar to the probabilistic machines, the computation of a quantum machine can
be represented by a tree with some exceptions: the nodes of the tree are the quantum
states instead of the configurations (and so the root of the tree is the initial quantum
state, where the entry of the initial configuration is 1 and the remaining entries are
zeros); the edges are again associated with the nonzero probabilities and a finite register
symbol; the leafs of the tree are the halting (accepting or rejecting) quantum states,
i.e. if the incoming edge of a quantum state is associated with an accepting (resp.,
a rejecting) finite register symbol, then it is called an accepting (resp., a rejecting)

quantum state. As a special remark, a symbol written on the finite register may

5 Although only one of them survives and so is normalized according to any particular observer, we
use a “God’s eye view” and assume that all of them survive with related probabilities.
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not always been associated with an edge in the tree due to destructive interference

interference.

The overall accepting and rejecting probabilities of a quantum machine on an

input can be calculated in the same way as that of a probabilistic machine.
2.7. Space Classes
Let s be a function of the form s : N — R.

The space used by a path (a tree or a forest) is the difference between the leftmost
visited square and the right most visited square when considering all the configurations
in the structure. Note that, in the quantum case, we restrict ourselves only to the

configurations having nonzero amplitude in the quantum states.

A machine is said to be strongly s(|w|) space-bounded if the space used by the
related computational structure (tree or forest) of w is no more than s(Jw|), for any

input string w € X*.

A machine is said to be middle s(|w|) space-bounded if the space used by the
related computational structure (tree or forest) of w is no more than s(Jw|), for any

accepted input string w € X*.

A nondeterministic or alternating machine is said to be weak s(|w|) space-bounded
if the space used by an accepting path or tree, respectively, is no more than s(|w|), for

any accepted input string w € »*.

The generic name of space classes is XSPACE, where X is replaced by suitable
letters depending on the TM and/or error types. In probabilistic and quantum com-
putation, the subscript of “SPACE”, i.e. SPACEy, if it exists, specifically denotes the
class of the numbers Y € {Q, A, R,C,R, C}, to which the transition values of the corre-

sponding TMs are restricted, where R and C denote the computable real and complex
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numbers, respectively. (Note that, a complex number (and so a real number) is com-

putable if its real and imaginary parts are computed within the precision of 27" by a

deterministic algorithm in time polynomial in n [18].) By default, probabilistic (resp.,

quantum) space classes are defined for R (resp., C).

There may be two more prefixes before the class names as well (when used to-

gether, the order below is followed):

ii.

the kind of the space usage, i.e. “weak-" or “middle-”, and

the type of the input tape head, i.e. “one-way-" or “realtime-".

The list of the class names used throughout the thesis are as follows:

DSPACE(s), NSPACE(s), and ASPACE(s) denote the classes of the languages
recognized by DTMs, NTMs, and ATMs, respectively, in space s.

PrSPACE(s) and PrQSPACE(s) denote the classes of the languages recognized
by PTMs and QTMs, respectively, in space s with unbounded error.
BPSPACE(s) and BQSPACE(s) denote the classes of the languages recognized
by PTMs and QTMs, respectively, in space s with bounded error.

NQSPACE(s) denote the classes of the languages recognized by QTMs in space
s with one-sided unbounded error setting.

C_SPACE(s) and C_QSPACE(s) denote the classes of the languages recognized
by PTMs and QTMs, respectively, in space s, with inclusive cutpoint % providing

that each computation must be halted in finite step.

For the pushdown and the counter machines, we use “STACK” and “COUNTER”

complexity classes, respectively, in order to represent the space usage of the machines

on their storage devices with respect to the length of the input string, i.e. they are

the counterparts of “SPACE” complexity class. Moreover, kcSTACK and kCOUNTER

denote the classes defined by the machines having k stacks and k£ counters, respectively.

As a generic class name, CFL is the class of languages recognized by 1INPDAs.
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In the finite automata domain, the classes also have domain specific names.

The class of the languages recognized by RT-DFAs (and 1DFAs) are regular
languages, denoted as REG. In the finite automata domain, neither two-wayness nor
nondeterminism increases the computational power of the deterministic machines [21,

27]. That is,

DSPACE(1)=NSPACE(1)=REG. (2.28)

RT-PFAs, GFAs |26], and 2PFAs [28] recognize the same class of languages with
(strict) cutpoint. This is the class of stochastic languages, denoted by S. The class of
languages recognized by these machines with nonstrict cutpoint is denoted by coS. The
class of languages recognized by RT-PFAs, GFAs, and 2PFAs with unbounded error is
therefore S U coS, and is denoted by uS.

PrSPACE(1)=usS. (2.29)

One-way-C_SPACE(1) is also denoted as S=. The complementary class of ST,

denoted as S7, is known as exclusive stochastic languages [29].

The class of languages recognized by RT-QFAs (Section 3.2.4) with cutpoint is
denoted by QAL. The class of languages recognized by these machines with nonstrict
cutpoint is denoted by coQAL. QAL U coQAL is denoted by uQAL. The class of the
languages recognized by MCQFA (Section 3.2.5) with cutpoint is Moore-Crotchfield
languages, denoted as MCL. coMCL and uMCL denote respectively complementary
class of MCL and the class formed by MCL U coMCL.

Brodsky and Pippenger [9] defined the class of languages recognized by RT-
KWQFAs (Section 3.2.5) with unbounded error, denoted as UMM, in a way that is
slightly different than the standard approach: L € UMM if and only if there exists a
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RT-KWQFA M such that

e fy(w)> A when w e L and
o fu(w) <A when w¢ L,

for some X € [0, 1].

The languages recognized by RT-NQFAs are nondeterministic quantum automa-
ton languages, denoted as NQAL. NMCL denotes the class of the languages recognized
by nondeterministic MCQFAs (MCNQFAS).

In the bounded error setting, the class of the languages recognized by RT-PFAs
(and 1PFAs) are regular languages [15]. On the other hand, 2PFAs can recognize some

nonregular languages with bounded error [3].

REG = one-way-BPSPACE(1) C BPSPACE(1). (2.30)

The class of languages recognized by RT-PostPFAs and RT-PostQFAs (Section
5.4.1) with bounded error are PostS (post-stochastic languages) and PostQAL (post-
quantum automaton languages), respectively. Additionally, the class of languages rec-
ognized by RT-LPostPFAs and RT-LPostQFAs (Section 5.4.3) with bounded error are
LPostS and LPostQAL, respectively.
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3. A NEW KIND OF QUANTUM MACHINE

After a general framework for the quantum machines with some introductory
concepts (Section 3.1), we present firstly a new kind of quantum Turing machine® with
its FA variants (Section 3.2), and then, based on it, quantum pushdown and stack

machines (Sections 3.3 and 3.4). We also give some basic facts in this chapter.
3.1. The General Framework for Quantum Machines

In accordance with quantum theory, a quantum machine can be in a superposition
of more than one configuration at the same time. The “weight” of each configuration
in such a superposition is called its amplitude. Unlike the case with classical machines,
these amplitudes are not restricted to being positive real numbers, and that is what

gives quantum computers their interesting features. A superposition of configurations
) = auler) + azfea) + - + anen) (3.1)

can be represented by a column vector [¢)) with a row for each possible configuration,

where the i'® row contains the amplitude of the corresponding configuration in [1)).

If our knowledge that the quantum system under consideration is in superposition
|1} is certain, then [¢)) is called a pure state, and the vector notation described above is
a suitable way of manipulating this information. However, in some cases (e.g. during
classical probabilistic computation), we only know that the system is in state |¢;) with
probability p; for an ensemble of pure states {(p;, [¢1))},where >, p, = 1. A convenient
representation tool for describing quantum systems in such mized states is the density

matrix. The density matriz” representation of {(p;, |¥;)) | 1 <1 < M < oo} is

o= plun) (W, (3.2)

6For descriptions of several other QTM variants, we refer the reader to [6-8,18,30,31].
"The trace of a density matrix is 1, and each density matrix is positive semidefinite.
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We use both these representations for quantum states in the thesis. We refer the reader

to Appendix B for further details.

A quantum machine is distinguished from a classical machine by the presence of
the items 2 (the finite register alphabet) and A (the set of possible outcomes associated
with the measurements of the finite register). Note that, €2 is partitioned into |A| = k
subsets (2, ..., . As a part of each transition, a quantum machine has the following

phases:

i. pre-transition phase: initialize the finite register, i.e. the register is set to “w;”;
ii. transition phase: in addition to the transition of the classical machines, update
the content of the register;
iii. post-transition phase: make a selective measurement on the finite register with

the outcome set A and then discard it® .

Since we do not consider the register content as part of the configuration, the
register can be seen as the “environment” interacting with the “principal system” that
is the rest of the quantum machine [32]. ¢ therefore induces a set of configuration
transition matrices, {F,cq}, where the (i, )" entry of E,, the amplitude of the tran-
sition from c¢; to ¢; by writing w € 2 on the register, is defined by 6 whenever ¢; is
reachable from ¢; in one step, and is zero otherwise. The {E,cq} form an operator &,

with operation elements &, UE,, U---UE,, , where E,.cp = {E,eq, }-

According to the modern understanding of quantum computation |33|, a quantum
machine is said to be well-formed® if £ is a superoperator (selective quantum operator),

l.e.

Y ElE,=1 (3.3)

weN

8In some realtime quantum machines, such a selective measurement can be done only at the end
of the computation.

9We also refer the reader to [18] for a detailed discussion of the well-formedness of QTMs that
evolve unitarily.
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& can be represented by a |C||Q2| x |C|-dimensional matrix E (Figure 3.1) by concate-
nating each E,cq one under the other. It can be verified that £ is a superoperator if

and only if the columns of E form an orthonormal set.

i C2 ... (|

C1

Co

‘el

C1

Co

cpe| (3.4)

1

Co

‘el

1

C2

“lQ|

‘e

Figure 3.1. The matrix representation of superoperators (E)

Let ¢j, and cj, be two configurations with corresponding columns v; and vj, in

E. For an orthonormal set to be formed, we must have

L 1=
U;[l . ’Uj2 == ) ) (35)
0 Jj1#J2
for all such pairs. This constraint imposes some easily checkable restrictions on the

transition function (0).
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The initial density matrix of a quantum machine is represented by py = |c1){c1],
where c; is the initial configuration corresponding to the given input string. Note that,

unless otherwise specified, A is set to {n,a,r}.
3.2. Quantum Turing Machines
We define a quantum Turing machine (QTM) M to be a 7-tuple
M=(Q,%,T,Q,6,q,A). (3.6)

We refer the reader to Appendix A.1 for the list of the local conditions for QTM

wellformedness.
3.2.1. Two-Way Quantum Finite Automata

The two-way quantum finite automaton (2QFA) is obtained by removing the
work tape of the QTM:

M= (Q,%,Q,0,q,A). (3.7)

See below for a list of easily checkable local conditions for wellformedness of
2QFAs. Let 1 and x5 denote the positions of the input tape heads. In order to evolve
to the same configuration in one step, the difference between z; and x, must be at
most 2. Therefore, we obtain a total of 13 different cases, listed below, that completely
define the restrictions on the transition function. Note that, by taking the conjugates
of each summation, we handle the symmetric cases that are shown in the parentheses.
For gi,q2 € Q;0 € ¥,

1. x1 = xo:
I ¢1=q

Z 5(9{1"7; q/7d7w)6(Q2707 q/7daw) = { (38)

¢'€Q,dE<>,weEN 0 otherwise
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2.2y =29 —1 (1 =29+ 1):

Z 5(4{1707 q/7%70~))5(Q2707 q/7~Law) +6(q110-7 q/7~l/aw)6(q250—> q/7<_7w) =0. (39)
q'€Q,wen

3. .’E1:$2—2($1:$2+2)2

Z 3(qr,0,q,—,w)d(q2,0,q¢,+,w) = 0. (3.10)
' EQWEN

3.2.2. Unidirectional Quantum Turing Machines
If the QTM is unidirectional, wellformedness can be checked using the simpler

conditions in Figure 3.2. Removing the reference to worktape symbols, we obtain the

analogous constraints for unidirectional 2QFAs as shown in Figure 3.3.

For q1,q2 € Q;0 € ¥;71,72 € T,

I =g and v =7
Z 5((]1,0', 717q/a7/7w)5(q2a07 ’YQaq/a’}/aw) - { ’ (311)

7'€Q Y ET,weR 0 otherwise

Figure 3.2. The local conditions for unidirectional QTM wellformedness

For q1,¢2 € Q;0 € 3,

T I ¢1=¢
> 5(q1,0,q’7w)5(q2,0,q’,w)—{ R (3.12)

q'€EQ,weN 0 otherwise

Figure 3.3. The local conditions for unidirectional 2QFA wellformedness

As is the case with PTMs, the transition function of a uni-QTM can be specified
easily by transition matrices of the form {E,,}, whose rows and columns are indexed
by (internal state, work tape symbol) pairs for each o € > and w € Q. It can be

verified that the wellformedness condition is then equivalent to the requirement that,
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for each o € 3,

Y Bl E,.=1 (3.13)

wes

Similarly, for each 0 € ¥ and w € Q, well-formed unidirectional 2QFAs can
be described by transition matrices of the form {E,,}, whose rows and columns are

indexed by internal states, such that for each o € 3,

Y Bl E,.=1 (3.14)
we
Open Problem 1. Given a QTM (resp., 2QFA) M, does there always exist a uni-QTM
(resp., uni-2QFA) M’ such that

fr(w) = far(w) (3.15)

for all w € X*7

3.2.3. Quantum Turing Machines with Classical Heads

Although our definition of space usage as the number of work tape squares
used during the computation is standard in the study of small as well as large space
bounds (2,34, 35|, some researchers prefer to utilize QTM models where the tape head
locations are classical (i.e. the heads do not enter quantum superpositions) to avoid
the possibility of using quantum resources that increase with input size for the imple-
mentation of the heads [5,8]. For details of this specialization of our model, which we

call the QTM with classical heads (CQTM)

To specialize our general QTM model in order to ensure that the head posi-

tions are classical, we associate combinations of head movements with measurement
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outcomes. There are 9 different pairs of possible movement directions, i.e.

2= { |, =) x {1, =) (3.16)

for the input and work tape heads, and so we can classify register symbols with the

function

D, : Q— <2 (3.17)

We have D,(w) = ({,]) if w € Q, U,. We split Q,, into 9 parts, i.e.

Qn - U Qn,di,dun (318)
di,dwE<>
where
Qpdy d = {we D, | D.(w) = (d;,d,)} (3.19)

Therefore, the outcome set have 11 elements, represented as triples, specified as follows:

i. “(n,d;,dy)” the computation continuous and the positions of the input and work
tape heads are updated with respect to d; and d,,, respectively;
ii. “(a,J,4)” the computation halts and the input is accepted with no head move-
ment;
iii. “(r,J,1)” the computation halts and the input is rejected with no head move-

ment.

The transition function of CQTMs are specified so that when the CQTM is in
state ¢ and reads o and 7 respectively on the input and work tapes, it enters state

¢, and writes 7' and w respectively on the work tape and the finite register with the
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amplitude

0(q,0,7, 4,7, w). (3.20)

Since the update of the positions of the input and work tape heads is performed clas-
sically, it is no longer a part of the transitions. Note that the transition function of
2QFAs with classical head (2CQFAs) [5] is obtained by removing the mention of the

work tape from the above description.

Moreover, as with unidirectional QTMs (resp. unidirectional 2QFAs), for each
o€ and w € Q, CQTMs (2CQFAs) can be described by transition matrices {FE,.,}

satisfying the same properties.

As also argued in [8], CQTMs are sufficiently general for simulating any classical

TM. We present a trivial simulation.

Lemma 3.1. CQTMs can simulate any PTM ezactly.

Proof. Let P = (Q,%,T,0p,Q4, Q) be a PTM and M = (Q,%X,T,Q,d,,A) be the
CQTM simulating P. For each (q,v,¢,7") € @ xTI'xQ xT', we define a register symbol
w such that

i if ¢ € Qu: w e Qs
ii. if ¢ € Qr: w€ Q)

iii. if ¢’ € Qn: W € Qu,Di(q"),Du(q))-

We conclude with setting

5/\4(@,07%61/77/,0)) = \/(SP(C],O',’Y7QI,’Y/), (321)

i.e. the quantum transitions behave exactly as if they are probabilistic. O]
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In fact, this result can be extended for other kind of machines, such as, PDAs,

CAs, and FAs.

Watrous’ QTM model in [8], which we call Wa03-QTM for ease of reference,
is a CQTM variant that has an additional classical work tape and classical internal
states. Every Wa03-QTM can be simulated exactly (i.e. preserving the same accep-
tance probability for every input) by CQTMs with only some time overhead. Note that
Wa03-QTMs allow only algebraic transition amplitudes by definition.

3.2.4. Realtime Quantum Finite Automata

Let us consider realtime versions of 2QFAs, whose tape heads are forced by def-
inition to have classical locations. If the quantum machine model used is sufficiently
general, then the intermediate measurements can be postponed easily to the end of
the algorithm in realtime computation. That final measurement can be performed on
the set of internal states, rather than the finite register. Therefore, as with RT-FAs,
we specify a subset of the internal states of the machine as the collection of accepting

states, denoted as (),.

A realtime quantum finite automaton (RT-QFA) [36] is a 5-tuple

M = (Q727{ggei}aq1aQa)7 (322)
where each &, is an operator having elements {E, 1, ..., Fy} for some k € Z" satis-
fying

k
Y Bl B, =1 (3.23)
i=1

Additionally, we define the projector

Po=Y" la)dl (3.24)

q€Qaq
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in order to check for acceptance. For any given input string w € ¥*, w is placed on

the tape, and the computation can be traced by density matrices

k
pi = Ea,(pi-1) = Y _ Ea ipi1Ely . (3.25)

=1

where 1 < j < |w| and py = |g1){(q:| is the initial density matrix. The transition

operators can be extended easily for any string as
gwa = gw o gaa (326)

where 0 € 3, w € (X)*, and & = I. Note that, if £ = {E; | 1 < i < k} and
& ={E;[1<j <K}, then

EoE={EE|1<i<k1<j<Kk} (3.27)
The probability that RT-QFA M accepts w is
Funlw) = tr(PEa(po)) = tr(Papiay). (3.28)

Lemma 3.2. For a given RT-QFA M with n internal states, there exists a GFA G

with n? internal states such that fy(w) = fg(w) for all w € X*.

Proof. Let M = (Q1,%,€,c5,q1,Qa) be the RT-QFA with n internal states, and
let each & .5 have k elements, without loss of generality. We construct GFA G =
(Q2, %, {Agex }, vo, f) with 2n? internal states. We use mapping vec described in Fig-
ure 3.4 in order to linearize the computation of M so that it can be traced by GFA

g.
We define

vy = vec(p), (3.32)
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(Page 73 in [8]) Let A, B, and C be n x n dimensional matrices. vec is a linear mapping
from n x n matrices to n? dimensional (column) vectors defined as
vec(A)[(i — 1)n + j] = Al j], (3.29)
where 1 < 4,7 < N. One can verify the following properties:
vec(ABC) = (A ® CT)vec(B) (3.30)
and
tr(AT B) = vec(A)Tvec(B). (3.31)
Figure 3.4. The definition and properties of vec
where
= E¢(po) Z E¢ipoEY - (3.33)
For each o € X, we define
k
=Y E,i®E}, (3.34)
i=1
and so we obtain (by Equation 3.30)
k
= Z Eg,ipE;i — vec(p') = Al vec(p), (3.35)
for any density matrix p. Finally, we define
= vec(P, ZE$z ® Eg ;. (3.36)
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It can be verified by using Equation 3.31 that for any input string w € »*,

f A, At = tr(Pads 0 Eu 0 Eg(po)) = fm(w). (3.37)
The complex entries of v), {A, ..}, and f" can be replaced [37] with 2 x 2 dimensional

real matrices'® | and so we obtain the equations

fm(w)

= AT AT (3.38)
0 fm(w)

Wiw|

where the terms with double primes are obtained from the corresponding terms with

single primes. We finish the construction of G by stating that

i. vg is the first column of v,
ii. A, is equal to A, for each 0 € ¥, and
iii. f is the first row of f”.

We also refer the reader to |37, 38] presenting similar constructions for other types of
realtime QFAs. An alternative demonstration, not using the density matrix formalism,

can be found in [39]. O

Corollary 3.3. QAL = S.

We therefore have that realtime unbounded-error probabilistic and quantum finite
automata are equivalent in power. We show in Section 4.1 that this equivalence does

not carry over to the one-way and two-way cases.

3.2.5. Quantum Turing Machines with Restricted Measurements

In another specialization of the QTM model, the QTM with restricted measure-

ments, the machine is unidirectional, the heads can enter quantum superpositions,

104 + bi is replaced with < _ab 2 )
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A ={n,a,r}, and |Q,| = |Q] = |2:] = 1. The first family of QTMs that was formu-
lated for the analysis of space complexity issues [6, 7], which we call the Wa98-QTM,
corresponds to such a model, with the added restriction that the transition amplitudes
are only allowed to be rational numbers. The finite automaton versions of QTMs with
restricted measurements'! are known as Kondacs-Watrous quantum finite automata,
and abbreviated as 2KWQFAs, IKWQFA, or RT-KWQFAs, depending on the set of
allowed directions of movement for the input head. These are pure state models, since
the non-halting part of the computation is always represented by a single quantum
state. Therefore, configuration or state vectors, rather than the density matrix formal-
ism, can be used in order to trace the computation easily. To be consistent with the

literature on 2KWQFAs, we specialize the 2QFA model by the following process:

i. The finite register does not need to be refreshed, since the computation continuous
if and only if the initial symbol is observed.

ii. In fact, 2KWQFAs do not need to have the finite register at all, instead, similarly
to 2PFAs, the set of internal states of the 2KWQFA is partitioned to sets of non-
halting, accepting, and rejecting states, denoted as @),,, Q,, and Q,, respectively,
which can be obtained easily by taking the tensor product of the internal states
of the 2QFA and the set {n,a,r}.

iii. A configuration is designated as nonhalting (resp., accepting or rejecting), if its
internal state is a member of @,, (resp., Q, or @,). Nonhalting (resp., accepting
or rejecting) configurations form the set C¥ (resp., C¥ or C¥) (for a given input
string w € ¥*).

iv. The evolution of the configuration sets can be represented by a unitary matrix.

v. The measurement is done on the configuration set with projectors P,, P,, and

P., defined as

PLE{n¢LT} - 2{: |C><C‘ (3.39)

cecw

for a given input string w € X*, where the standard actions are associated with

"' These models, which also allow unrestricted transition amplitudes by the convention in automata
theory, are introduced in the paper written by Kondacs and Watrous [4].
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the outcomes “n”, “a”, and “r”.

Formally, a 2KWQFA is a 6-tuple

M = {Q72757 Q17QaaQr}a <340>

where @, = Q \ {Q, U Q,} and ¢; € @Q,. ¢ induces a unitary matrix U,, whose rows
and columns are indexed by internal states for each input symbol o. Note that, since
all 2KWQFAs are unidirectional, we use the notations ?,iq, and 7 for internal state

q in order to represent the value of D;(q) as <, |, and —, respectively.
A RT-KWQFA is a 6-tuple

M — {Q727{Uaei}7QI;Qa7QT}7 (341)

where {U, .5} are unitary transition matrices. In contrast to the other kinds of realtime
finite automata, a RT-KWQFA is measured at each step during computation after the

unitary transformation is applied. The projectors are defined as

Prea =Y la)dl- (3.42)

q€Q~
The nonhalting portion of the computation of a RT-KWQFA can be traced by a state
vector, say |u), such that |u)[i] corresponds to state g;. The computation begins with
|up) = |¢q1). For a given input string w € ¥*, at step j (1 < j < |@]):
lu) = PaUg,luj-1), (3.43)

the input is accepted with probability

|PuUs, [uj—1)]?, (3.44)
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and rejected with probability

12U, [uj—) | (3.45)

The overall acceptance and rejection probabilities are accumulated by summing up
these values at each step. Note that, the state vector representing the nonhalting

portion is not normalized in the description given above.

The most restricted QFA model is the Moore-Crutchfield QFA (MCQFA) [37],
which can be seen as a special case of RT-KWQFA such that only a unique measurement

is done after reading symbol $.

3.3. Quantum Pushdown Automata

Two-way quantum pushdown automaton (2QPDA), one-way quantum pushdown
automaton (1QPDA), and realtime quantum pushdown automaton (RT-QPDA) can

all be represented to be a 7-tuple

P=(1,90,qa,A). (3.46)

We refer the reader to Appendix A.2 for the list of the local conditions for 2QPDAs,
1QPDAs, and RT-QPDAs wellformedness.

If a 2QPDA (resp., 1QPDA or RT-QPDA) is unidirectional, then there is only
one local condition for well-formedness: for any choice of ¢1,q0 € Q, o € >, and

Al €F772 Ef;

> g, 0m, ¢ w)6(ge, 0,72, 4,7 w) = (3.47)

' €Q T ,weN

I q=qandy =7
0 otherwise

In the unidirectional case, we can define an admissible operator for each o € 3, i.e.
E = {E,u}, where w € Q and E,[j,i] represents the amplitude of the transition
§(qi, 0,7, 44, v4,w), where (g;,7;) and (g;, ;) are the pairs corresponding to the i and

j™ columns (rows), respectively, and ¢;, ¢; € Q;7i,7; € Y.
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It is an open problem whether the computation powers of 2QPDAs (resp., 1QP-
DAs or RT-QPDAs) and uni-2QPDAs (resp., uni-1QPDAs or uni-RT-QPDAs) are the

same or not.
3.4. Quantum Counter Automata
Since quantum CAs are a special case of quantum PDAs, we do not give the
details for all kind of quantum CAs. Instead, we focus on the realtime counterpart of
quantum counter automata.
A realtime quantum k-counter automaton (RT-QkCA) is a 6-tuple

M = (Q7279757 q17Qa)' (348)

We give the local conditions of well-formedness for RT-Q1CAs: For any choice of
41,92 € Q7 o€ i; and 61792 € @7

Z 5(q17 g, 915 qlv C, w)é(QQa ag, 927 q,’ C, w) =
q'€Q,ced,weN

1 =q9 and 01 = 0
{ q1 = q2 1 27 (3.49)

0 otherwise

Z 5(q1707 917(1/;"‘170‘))5((127‘77 02,(]’,0,&))
¢ €QWER : (3.50)

+ (5(q17 g, 917 q/> 0>W)5(Q2> g, (927 q/7 —1,0.1) =0

and

Z 5<QI70-7 Qlaq,7+17w)5(Q2707 027q/7_17w> = 0. (351)

7 €Q,weN

If the RT-Q1CA (and RT-QkCA) is unidirectional, then there is only one local



47

condition for well-formedness: for any choice of ¢1, ¢ € Q, o0 € 3, and 6;, 6, € OF,

— _ 1 q1 = Q2 and élzég
Z 6(Q1a0-7 Qlaqlawﬁ((h;a, 92761/,60) == . (352)
7'EQWEN 0  otherwise

In the unidirectional case, we can define an admissible operator £, for each o € 5
and § € ©F, which is described by a collection {E,,,}, where w € Q and E,4,,[j, ]
represents the amplitude of the transition from state g; to ¢; when reading symbol o,
having counter signs 6, and writing w on the finite register (and so the value of the

counter is updated by D.(q')). Note that, &, 5 is admissible if and only if

Y Bl Eogu=1. (3.53)

weN
It is an open problem whether the computation powers of RT-QkCA and uni-RT-QkCA
are the same or not.
We close the section by showing the isomorphism of RT-QACA(m) and RT-QkCA.

Lemma 3.4. Any RT-QkCA(m) can be exactly simulated by a RT-QkCA.

Proof. Let M = (Q,%,9,0,q1,Q,) be the RT-QkCA(m) and M’ = (Q', 2, Q, ¢, ¢}, Q)
be the RT-QkCA simulating M exactly. For each internal state of M, say q € @, we
define m” internal states, i.e. {q,i1,...,ix) € Q' (0<4; <m—1,1<j <k), for M.
Moreover, ¢} = (q1,0,...,0) and Q) = Q, x {0,...,m — 1}*.

Let

0:ZF - 7% x{0,...,m —1}F (3.54)
be a bijection such that
x x
o(xy, ..., xx) = ({ElJ ey LEICJ , (1 mod m),...,(zrxy mod m)> : (3.55)
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Hence, we can say that the counter values of M, say z € Z*, can be equivalently
represented by ¢(Z), based on which we construct M’, where ¢(Z)[i] is stored by the
it" counter and ¢(7)[k +1i] is stored by the internal state. That is, for any configuration

of M, say (q, ), we have an equivalent configuration of M’ as

(g, (@) [k + 1], ., @(2)[2K]) , o (2)[1], - .., o (T)[K]). (3.56)

Moreover, the transitions of M’ can be obtained from those of M in the following way:
for any (i1,...,ix) € {—m,...,m}* and (ji,...,5%) € {0,...,m — 1}*, the part of the

transition
(q,0) 25 a(d i1, . ., w) (3.57)

of M is replaced by transition

!

(g, g1, k) o) —

a<<q/a(j1+i1 mod m), ..., (ji + ik modm)>L%J{%Jw) (3.58)

in M’, where g € Q, 0 € Y, w e Q, and a € C is the amplitude of the transition. Since
¢ is a bijection, the configuration matrix of M is isomorphic to the one of M’ for any
input string w € ¥*. (Similarly, M is well-formed if and only if M’ is well-formed.)
Therefore, they process exactly the same computation on a given input string, say

w € ¥*, and so

fm(w) = frr(w). (3.59)

3.5. Nondeterministic Quantum Machines

A nondeterministic quantum machine is a quantum machine with the error setting
of positive one-sided unbounded error. “N” is used before “Q” in the abbreviations of

quantum machines.
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4. SUBLOGARITHMIC-SPACE UNBOUNDED-ERROR
COMPUTATION

In this chapter, we focus on unbounded error quantum computation in sublo-
gatihmic space (Section 4.1) and nondeterminitic quantum computation in constant

space (Section 4.2).
4.1. Unbounded Error Results

Watrous compared the unbounded-error probabilistic space complexity classes
(PrSPACEq(s) and PrSPACE,(s)) with the corresponding classes for both Wa98-
QTMs [6,7] and Wa03-QTMs [8], respectively, for space bounds s = Q(logn), es-
tablishing the identity of the associated quantum space complexity classes with each
other, and also with the corresponding probabilistic ones. The case of s = o(logn) was

left as an open question [7]. In this section, we provide an answer to that question.
4.1.1. Probabilistic versus Quantum Computation with Sublogarithmic Space

We already know that QTMs allowing superoperators are at least as powerful as
PTMs for any common space bound. We now exhibit a IKWQFA which performs a
task that is impossible for PTMs with small space bounds.

Consider the nonstochastic and context-free language [40]

k
Lypg = {a"ba?*ba¥b- - -a¥%b | z,t,y1, -,y € ZT and Ik (1 <k <t),x = Zyz} (4.1)
1=1

over the alphabet 3 = {a,b}. Freivalds and Karpinski [35] have proven the following

facts about Lyp:
Fact 4.1. No PTM using space o(loglogn) can recognize Lyy with unbounded error.

Fact 4.2. No 1PTM using space o(logn) can recognize Ly with unbounded error.
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There exists a one-way deterministic TM that recognizes Ly within the optimal
space bound O(logn) [35]. No (two-way) PTM which recognizes Lyy using o(logn)

space is known as of the time of writing.

Theorem 4.3. There exists a 1IKWQFA that recognizes Lyy with unbounded error.

Proof. Consider the IKWQFA M = (Q, X, 6, qo, Qa, @), where ¥ = {a,b} and the

state sets are as follows:

Qn = {GYu{g|1<i<e6lu{p|1<i<6lu{al|1<i<4}
U [1<i<4}ufw [1<i<6}, (4.2)
Qo = {A|1<i<18), Q =R |1<i<I18}

Let each U, induced by ¢ act as indicated in Figures 4.1 and 4.2, and extend each to

be unitary.

Machine M starts computation on symbol ¢ by branching into two paths, path;
and path,, with equal amplitude. Each path and their subpaths, to be described later,
check whether the input is of the form (aa*b)(aa*b)(aa*b)*. The different stages of the
program indicated in Figures 4.1 and 4.2 correspond to the subtasks of this regular
expression check. Stage I ends successfully if the input begins with (aa*b). Stage
IT checks the second (aa*b). Finally, Stage IIT controls whether the input ends with
(aa*b)*.

The reader note that many transitions in the machine are of the form

Uslgi) = V) + o Ag) + a| Ry), (4.3)

where |1)) is a superposition of configurations such that (¥[i)) = 1 — 202, Ay € Q,,
Ry € Q.. The equal-probability transitions to the “twin halting states” A; and Ry are
included to ensure that the matrices are unitary, without upsetting the “accept/reject
balance” until a final decision about the membership of the input in Lyg is reached.

If the regular expression check mentioned above fails, each path in question splits



Stages Ug,U, Ug
Ugla5) = 251ai) + Z51p7)
Uslgl) = 2= [LAL) + L |LR)
I Udl@l) = 51@3) + 31 A1) + S Ry) N v
Uslas) = J5[VA2) + 5[ Ra)
1 1 1 V2 V2
(path1) | Ua|@) = J5|a@3) — 514A1) — 514R1) g |
Uslgs) = 554 A43) + 5L Rs)
Ua|ﬁ> = le)
Us|pt) = =L As) + 2=|LRy)
i Uabbwr) = L [53) + 3lida) + 4Ry | ° ) V2 2
_ Uslpz) = 7544s5) + 5 LRs)
(path2) | Ualp2) = Jw2) s
Us|p3) = —5|446) + 5L Rs)
Ualbws) = 5[p3) — 3|142) — 3|1 R2) V2 v
a|q3> - |\lfw3>
11 Ualbws) = 2511) + 14A3) + 514Rs) | Us|ai) = J51LA7) + J5|LRr)
(pathy) | Ualgi) = |bawa) Us|@3) = J5N-As) + J5 14 Rs)
Ualbws) = J51ai) — §|143) — 5|LRs)
I UalP5) = 51P3) + 51 As) + 51LR) | Us[pi) = J5lLAg) + 51 Ry)
(pathy) | Ualpi) = J5lpi) — 514A0) — 5HRs) | Uslp3) = J51Awo) + 5L Rio)
Ua|£> = |Jws)
111 Ualbws) = L1a8) + 1[145) + |LRs)
e ’ Usl@d) = J511An) + L5 |LRu)
(pathy) Ualgé) = Hwe)
UaJws) = %\ %) — 514 As) — 31LR5)
III Ualp5) = J51Pé) + 51L46) + 5|LRe) o )
N ) Uslps) = 5HA12) + 5L Ri2)
(pathy) Udlpé) = ﬁ|p6> — 54 As) — 514 Re)
Udlat) = Z51ad) + 5[4A7) + 31LR7) | Uslai) = [{Au7)
111 Udla) = J5la) — 51V A7) — 3[LRr) | Uslas) = [LAws)
(Pathaccept) | Ualaz) = %|ﬂ> + 11 As) + 1|LRs) Uslas) = %Hz‘hs) + %HRKQ
Udlas) = J5lai) — $1LAs) — 31LRs) | Uslad) = J5llAu) + 5[V Rua)
Ua|71) = %Ir_@ + 311 Ao) + 21LRo) | Us|Td) = |} Ra7)
111 Ua|73) = J5173) — 514 A9) — 31LR9) | Us|F3) = [{Rus)
(Pathyeject) | UalT3) = %|7’_4>> + 11} A10) + 4 R1o) Us|73) = 7|¢A15> %HRL%)
Ua|73) = Z5I73) — §1LAwo) — §LRi0) | Us|7d) = 5/l Ass) + J51LRae)

Figure 4.1. Specification o

~h

ol

the transition function of the IKWQFA presented in the

proof of Theorem 4.3 (I)

equiprobably to one rejecting and one accepting configuration, and the overall proba-

bility of acceptance of the machine turns out to be precisely % If the input is indeed

of the form (aa*b)(aa*b)(aa*b)*, whether the acceptance probability exceeds 2

5 or not
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Stages Uy
: Uslal) = J5lhA1) + 5L Ry)
| vz = @)
(pat 1) >\ _ 1 A 1
Uplqs) = ﬁli 2) + \/§|¢R2>
, Up|pi) = %NA:Q + %HRQ
Us[p3) = |5
(pathy) b|_2>> | 13> 1
Ub|p3) = 511 Aa) + ﬁ|¢R4>
II Uslai) = 3|@) + 5551a0) + 525 171) + 314Au1) + 3[4Ru)
(pathy) | Up|@5) = J5|LAs) + J514Rs)
II Us|pi) = 31B8) + 5i5lal) — 55I71) + 314 AL2) + 3L Ri2)
(pathy) | Uplp3) = J51-As) + J54Rs)
111
() Uslaé) = 31@) + 5251a0) + 55177) — 314An) — §14R0)
1
11 11—~ 1 =7 1 = 1 1
(pathy) Uslps) = 5|p5) + m|al> 7\7‘ ) — 34A12) — 5[LR12)
2
Uplas) = J5la3) + 314 A1) + 314 Riz)
I Uplaf) = IsHA7) + Z5[LRr)
(Pathaccept) | Ublad) = J5lak) — $14A1s) — 311 Rus)
Usla3) = J514As) + 5|\ Rs)
Up|3) = J575) + 314 A1a) + 314 Rua)
11 Us|if) = J5lAg) + 5L Ro)
(pathreject) Ub|T'_4>> = %| > - 7‘\J/A14> - l‘\1/1%14>
Uy|73) = 7|¢A10> + 5 Rio)

Figure 4.2. Specification of the transition function of the IKWQFA presented in the
proof of Theorem 4.3 (II)

depends on the following additional tasks performed by the computation paths in order

to test for the equality mentioned in the definition of Lypg:

i. path; walks over the a’s at the speed of one tape square per step until reading

the first b. After that point, path; pauses for one step over each a before moving

on to the next symbol.

ii. path, pauses for one step over each a until reading the first b. After that point,

path, walks over each a at the speed of one square per step.
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iii. On each b except the first one, path; and path, split to take the following two
courses of action with equal probability:
e In the first alternative, path; and path, perform a 2-way quantum Fourier
transform (QFT) [4]:
(i) The targets of the QFT are two new computational paths, i.e., pathccept
and pathyject. Disregarding the equal-probability transitions to the twin

halting states mentioned above, the QFT is realized as:

1 1

pathl — Epathaccept + Epathreject (44)
1 1

path2 — Epathaccept - Epathreject (45)

(ii) pathaccept and pathyeject continue computation at the speed of path,, walk-
ing over the b’s without performing the QFT any more.
e In the second alternative, path; and path, continue computation without
performing the QFT.
iv. On symbol $, path,ccept €nters an accepting state, patheject €nters a rejecting state,

path; and path, enter accepting and rejecting states with equal probability.
Suppose that the input is of the form
w = a®ba’ ba’?b- - - a¥*b, (4.6)
where x,t, 41, ,y € ZT.
path; reaches the first b earlier than path,. Once it has passed the first b, path,
becomes faster, and may or may not catch up with path;, depending on the number of
a’s in the input after the first b. The two paths can meet on the symbol following the

2’th a after the first b, since at that point path; has paused for the same number of

steps as path,. Only if that symbol is a b, the two paths perform a QFT in the same
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place and at the same time. To paraphrase, if there exists a k (1 < k < t) such that
x = Zle y; , path; and path, meet over the (k + 1) b and perform the QFT at the
same step. If there is no such k, the paths either never meet, or meet over an a without

a QFT.

The pathyccept and pathyejects that are offshoots of path; continue their traversal of
the string faster than path;. On the other hand, the offshoots of path, continue their

traversal at the same speed as path,.

By definition, the twin halting states reached during the computation contribute
equal amounts to the acceptance and rejection probabilities. path; and path, accept
and reject equiprobably when they reach the end of the string. If path; and path, never
perform the QFT at the same time and in the same position, every QFT produces two
equal-probability paths which perform identical tasks, except that one accepts and the

other one rejects at the end.

The overall acceptance and rejection probabilities are equal, %, unless a pathyeject
with positive amplitude and a path,eject With negative amplitude can meet and therefore
cancel each other. In such a case, the surviving path,ccept’s contributes the additional
acceptance probability that tips the balance. As described above, such a cancellation

is only possible when path; and path, perform the QFT together.

Therefore, if w € Lypg, the overall acceptance probability is greater than % If

w ¢ Lyy, the overall acceptance probability equals % O]

Corollary 4.4. For any space bound s satisfying s(n) = o(loglogn),
PrSPACE(s) € PrQSPACE(s). (4.7)

Open Problem 2. Is PrSPACE(s) € PrQSPACE(s), for s € Q(loglogn) No(logn)?
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Corollary 4.5. For any space bound s satisfying s(n) = o(logn),

one-way-PrSPACE(s) C one-way-PrQSPACE(s). (4.8)

Corollary 4.6. coC_SPACE(1) C coC_QSPACE(1).

Proof. Since coC_SPACE(1) is a proper subset of S [29], Lyy is not a member of
coC_SPACE(1). On the other hand, as shown in Theorem 4.3, Ly is also a member
of one-way-coC_QSPACE(1). O

In the next section, we prove a fact which allows us to state a similar inclu-
sion relationship between the classes of languages recognized by QTMs with restricted

measurements and PTMs using constant space.

As noted before, Watrous proved the equality PrQSPACE(s)=PrSPACE(s) (s €
Q(logn)) for the cases where PrQSPACE is defined in terms of Wa98-QTMs [6,7], and
Wa03-QTMs [8]. However, we do not know how to prove these results for our more

general QTMs.

Open Problem 3. Is PrQSPACE(s) C PrSPACE(s), for s € Q(logn)?

We continue with presenting some other nonstochastic languages'? in one-way-

PrQSPACE(1) by extending the IKWQFA algorithm for Lyy as follows:

e On symbol ¢, the computation splits into two paths, path; and path,, with equal
amplitude. path; (resp., or path,) immediately moves to the right and path,
(resp., or path,) stays ¢ steps on ¢ before moving to the right.

e While scanning the input, path, (resp., path,) stays on each symbol ¢; (resp., ¢3)
step(s); and, just before moving to the right, it produces a subpath, say subpath,

(resp., subpath,), with some amplitude when reading oy € ¥ (resp., 03 € X).

12Note that, their complementary languages are also nonstochastic.
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e subpath, (resp., subpath,) travels the remaining part of the input by staying ¢}
(resp., c,) step(s) on each symbol.

e When path; and path, read $, the input is equiprobably accepted and rejected by
each of them.

e The subpaths, on the other hand, make the following 2-QFT

subpath, : [S1) — —5[A) + \%\R) (49)
subpath, : |S3) — \%\A> - \%|R)

where |S1) (resp., |S2)) is the configuration that subpath, (resp., subpath,) is
in before reading $; |A) (resp., |R)) is a specified accepting (resp., rejecting)
configuration.

1

After reading $, the overall accepting probability exceeds 5

only if any pair of
subpath, and subpath, reach to $ at the same time. Otherwise, the overall accepting

and rejecting probabilities become equal.

Let L C ¥ be the language recognized by the above IKWQFA algorithm with
one-sided cutpoint % One can easily verifies that w € ¥* is a member of L if and only

if there are two indexes, say ¢ and j (1 <4,j < |wl), satisfying w; = 07 and w; = o

and

cri+ cy(Jw] — i) = 25 + (Jw| — j) + ¢, (4.10)
where ¢ = —c if path, reads ¢ at least twice and ¢ = ¢ otherwise. By simplifying the
equation, we obtain

(e = ch)i=(ca = &)j + (¢ — ) |lw| + ¢, (4.11)

or
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where dy = ¢y — |, do = o — ¢, d3 = d, — ¢}, and d = . Note that, ¢, ],
¢y, and ¢, are nonnegative integers, but dy, dy, and ds can take negative values. By
setting d, d}, dj, do, dy, 01, and o, appropriately, many different languages in one-way-
PrQSPACE(1) are obtained. The languages given in Figure 4.3 are examples of such
languages. (Except the special ones, they are nonstochatic). Another (nonstochastic)
example iS Leepter = {w € {a,b}* | |w| = 2k — 1,w = b,k > 0} due to the fact that it

can be characterized by the equation 2i = |w|+ 1 and 07 = gy = b.

In [41], a joint work with R. Freivalds, we presented a new family of languages:
Lay oy ds,00.d2 = {w € X | 3i,j (w; = 01,w; = 09,dvi = da(|w| + 1 —j) +d)}, (4.13)

where d,dy,ds € Z, 01,09 € 3. We can classify those languages as follows:

e They are in REG, if

1. > is unary,
ii. d; and dy have different signs, or

iii. ged(dy, da) does not divide d.
e They are in S, if they are members of {Ly 41440} | d € Z}.
e They are not in uS, otherwise.
One of the simplest languages that are not in uS is Ly 3140, {a,}, that is,
Leay = {w | Fur, uz,v1,v2 € {a,b}", w = urbug = vibvy, |u1| = |v2l}, (4.14)

where the name comes from the surname of A. C. Cem Say, who considered this

language for the first time.

Figure 4.3. A new family of nonstochastic languages

Theorem 4.7. The nonstochastic language'

Lain = {a"ba*™ | k,n € ZT} (4.15)

can be recognized by a 2QFA with unbounded error.

13See page 88 on [42].
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Proof. We give a sketch of the algorithm:

i. If the input string is not of the form a*ba™, it is accepted with probability 3.
ii. Otherwise, the computation splits into two paths, say path, and path,, on the
symbol b.
iii. In an infinite loop, path; travels to the left end-marker and comes back to the b
with the speed of one symbol per step. On the b, it

e performs the following transition with probability %

1 :
E(Reject), (4.16)

1
ath, - —(Accept) +
p 1 \/5( 4 )
e and goes on with probability %
iv. path, travels to the right end-marker and comes back to the b with the speed of

one symbol per step, on which it performs the following transition exactly:

1 1
path, = —(Accept) — —(Reject). (4.17)

V2 V2

The two paths meet only if the input string is a member of Lg;,, in which case the
acceptance probability would exceed % due to interference. Otherwise, the acceptance

probability becomes equal to % O

Open Problem 4. Is Lg;, in one-way-PrQSPACE(1)?

Open Problem 5. Is one-way-PrQSPACE(1) C PrQSPACE(1)?

4.1.2. Languages Recognized by Kondacs-Watrous Quantum Finite Automata

In this section, we settle an open problem of Brodsky and Pippenger [9], giving
a complete characterization of the class of languages recognized with unbounded error
by RT-KWQFAs. It turns out that these restricted RT-QFAs, which are known to be
inferior to RT-PFAs in the bounded error case, are equivalent to them in the unbounded

error setting.

Lemma 4.8. Any language recognized with cutpoint (or nonstrict cutpoint) % by a
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Let S be a finite set and {A; | s € S} be a set of m x m-dimensional matrices such that the
norm of each column belonging to As;cs does not exceed 1. We present a method in order
to find a set of m x m-dimensional matrices, {Bs | s € S}, with a generic constant ! such

that the columns of the matrix

(4.18)

form an orthonormal set for each s € S. The details of the method is given below.
e The entries of Bscg are set to 0.
e [isset to 2m + 1.

e For each s € S, by executing the following loop, the entries of By are updated to

Ag
make the length of each column of [ —— | equal to [, and also to make the columns

B;

of 23 pairwise orthogonal, where | must have been set to a value so that the
loop WOi'kS properly® .

i. fori=1ton+2

ii. set [; to the current length of the i*" column

iii. set b;; to \/12 — 12

iv. forj=i+1ton+2

V. set b; ; to some value so that i'" and j" columns can become orthogonal

%The unique constraint for the loop to work properly is that the value of ;, calculated at the (ii)”d step,
must be at most . By setting [ to 2m + 1, the following bounds can be easily verified for each iteration of
the loop:

(1) 1; < 2 at the (ii)"? step;
(ii) 2m < |b; ;| < 2m +1 at the (iii)"? step;
(i) [bjil < L at the (v)** step.

Figure 4.4. General template to build a unitary matrix (I)

RT-PFA with n internal states can be recognized with cutpoint (or nonstrict cutpoint)

% by a RT-KWQFA with O(n) internal states.

Proof. Let L be a language recognized by a RT-PFA with n internal states

P = (Q7 2]7 {AUEE}’ qi1, Qa) (419)
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with (nonstrict) cutpoint 3. We construct a RT-KWQFA

M= (R, E,{U,5}, 1, Re, Ry) (4.20)
with (3n + 6) internal states recognizing L with (nonstrict) cutpoint 3. The idea is
to “embed” the (not necessarily unitary) matrices A, of the RT-PFA within the larger

unitary matrices U, of the RT-KWQFA.

We define @', v, and {A;ei} as follows:

L Ql =QU {Qn—i-la Qn+2};
ii. vj=(1,0,...,0)7 is an (n + 2)-dimensional column vector;

ili. Bach A is a (n+ 2) x (n + 2)-dimensional matrix:

O2><n A$ ‘ On><2

/ OHXTL

T2><n

. (4.21)

[2><2 O2><n [2><2

where T'(1,7) = 1 and T'(2,i) = 0 when ¢; € Q,, and T'(1,7) = 0 and T'(2,i) = 1

when ¢; ¢ Q, for 1 <i <n.
For a given input w € X%,
Vg = Ag Ay, o Al Ago. (4.22)

Wiw|

It can easily be verified that

U\,ﬁ,\ = (len | fP(w)v 1- fP(w))T' (423)

For each o € %, we obtain constant [ and the set {B,_g} for the set {A! .}
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according to template described in Figure 4.4 such that the columns of the matrix

1| A
- d (4.24)
B,
form an orthonormal set. Then, we obtain U__5 as
A
Us=| B |D, |, (4.25)
B,
where A = 1A, B, = Bl = ﬁBa, and the entries of D, are selected to make U, a
unitary matrix.
The state set R = R,, U R, U R, is specified as:
i. 7,41 € R, corresponds to state g,i1;
ii. 7,42 € R, corresponds to state ¢,.o;
iii. {ry,...,m,} € R, correspond to the states of @), where r; is the start state;

iv. All the states defined for the rows of B/ and B! are respectively accepting and

rejecting states.

M simulates the computation of P for the input string w by multiplying the
amplitude of each non-halting state with % in each step. Hence, the top n + 2 entries

of the state vector of M equal

||
(1) O dotw) 1= fotw)” (4.20)

just before the last measurement on the right end-marker. Note that, the halting
states, except ¢,41 and g,49, come in accept/reject pairs, so that transitions to them
during the computation add equal amounts to the overall acceptance and rejection

probabilities, and therefore not affect the decision on the membership of the input in
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L. We conclude that

frm(w) > % if and only if fp(w) > %, (4.27)

and
fm(w) > % if and only if fp(w) > % (4.28)
[

Theorem 4.9. The class of languages recognized by RT-KWQFAs with unbounded
error is uS (UQAL).

Proof. Follows from Lemma 4.8, Lemma 3.2 and [26]. ]

Corollary 4.10. UMM = QAL N coQAL = SN coS.

Proof. 1t is obvious that UMM C QAL N coQAL. Let L € QAL N coQAL. Then,

there exist two RT-KWQFAs M, and M, such that for all w € L, faq, (w) > 3 and

fr(w) > 3 and for all w ¢ L, fa,(w) < 5 and fa,(w) < 5. Let Ms be a RT-

KWQFA running M; and My with equal probability. Thus, we obtain that for all
w e L, fa,(w) > %, and for all w ¢ L, faq,(w) < 3. Therefore, L € UMM. O]

Considering this result together with Theorem 4.3, we conclude that, unlike clas-
sical deterministic and probabilistic finite automata, allowing the tape head to “stay
put” for some steps during its left-to-right traversal of the input increases the language

recognition power of quantum finite automata in the unbounded error case.

Since unbounded-error RT-PFAs and 2PFAs are equivalent in computational

power [28|, we are now able to state the following corollary to Theorem 4.3:
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Corollary 4.11. The class of languages recognized with unbounded error by constant-
space PTMs is a proper subclass of the respective class for QTMs with restricted mea-

surements.

Also note that, since the algorithm described in the proof of Theorem 4.3 is
presented for a IKWQFA, Corollary 4.6 is still valid when coC_QSPACE(1) is defined
for QTMs with restricted measurements.

4.2. Nondeterministic Quantum Computation

We begin with some basic facts.

4.2.1. Basic Facts

For a fixed X, the pair (A, \) is said to be equivalent under cutpoint separation

to the pair (A, '), denoted as (A, \) = (A’, X), if the equalities

fwe | faw) <A} = fwe S| fulw) < X}, (4.29)
{w e | faw)=A} = {weX| fa(w)=XN}, and (4.30)
{we X [ fa(w) > A} = {weX| fa(w)> N} (4.31)

hold, where A, A’ are machines and A\, \' € R are cutpoints.

Fact 4.12. [26] Let Gy be a GFA and \; € R be a cutpoint. For any cutpoint Ay € R,
there exists a GFA Gy such that (G, A1) = (Ga, \a).

Fact 4.13. [29] Let Py, be a RT-PFA and A\ € [0,1) be a cutpoint. For any cutpoint
Ay € (0,1), there exists a RT-PFA Py such that (P, M) = (P2, A2).

Fact 4.14. (see also Lemma 4.8) [17, 23] For any RT-PFA P, there exists a RT-
KWQFA M such that (P,3) = (M, 1).

'3
Fact 4.15. (see also Lemma 3.2) [23, 38] For any RT-KWQFA M and cutpoint \ €
[0,1), there exists a GFA G such that (M, \) = (G, \).
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Fact 4.16. [26] For any GFA G and cutpoint \; € R, there exist a RT-PFA P and a
cutpoint g € (0,1) such that (G, \) = (P, \a).

Fact 4.17. [/3] MCL C S~.

Fact 4.18. Since MCQFA is a special case of RT-KWQFA, MCL C QAL and NMCL
C NQAL.

Fact 4.19. [29] REG is a proper subset of both S and S~.
Fact 4.20. [29] S* C S and S\S~ # 0.

Fact 4.21. /9, /4] REG is a proper subset of NQAL.

4.2.2. Languages Recognized with One-Sided Error

RT-PFAs (and 1PFAs) can recognize all and only the regular languages with cut-
point 0 [45]. RT-KWQFAs (and so 1QFAs) can do more than that, as be characterized

in this section.

We start the presentation of our main result by stating a fact which is useful in

several proofs in this section.

Lemma 4.22. For any language L, L € S7 if and only if there exists a GFA that

recognizes L with one-sided cutpoint 0.

Proof. The forward direction is proven on page 171 of [29]. In the reverse direction, if

a GFA recognizes L with one-sided cutpoint 0, then L € S* by Fact 4.16. m

Lemma 4.23. 57 C NQAL.

Proof. If L € S7, then there exists an n-state RI-PFA P = (Q, 2, {4, s}, ¢1, Qa) such
that w € L <> fp(w) # 1. We define @', vf, and {A} .} as follows:

1. Ql = Q U {QnJrlu dn+2, Qn+3};
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ii. vj,=(1,0,...,0) is a (n + 3) x 1-dimensional column vector;

iii. Bach A’ is a (n+ 3) X (n + 3)-dimensional matrix:

1 --- 1
lA [Cl] 0 - 0
2 AO’ 0n><3
Ay = 0 0 [, Aes= :
1 0 0
0 0 0
O3><n 0 1 O
0 0 0
) 0 0 1
oo 0
0n><n 0n><3 A$ Onxg
Ay = : ,
11 tha| 10 -3 1 0 0
12 tho| 0 1 % O3, 0 1 0
0 0|0 0 0 0 0 1

where Agcq] is the first column of Ag; ¢;; = 1 and t;5 = 0 when ¢; € Q,, and
ti1r=0and ¢, =1 when ¢; ¢ Q, for 1 <i <n.

For a given input w € 7, let v/, = Ag ;ﬂ\w| e AQUMA’(EU(). It is easily verified that this
computation “imitates” the processing of w by P; the first n entries of the manipulated
vector v’ contain exactly the state vector of P (multiplied by %) in the corresponding

steps of its execution. The last matrix multiplication results in

g = (Onxla 2fp(w) =1 3 — 2f7>(w),0) ‘

4.32
o) s (432)

The (n + 1)* entry of v/ equals 0 if and only if w ¢ L.

Using a modified version of the RT-PFA simulation method described in Section
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4.1.2, we can construct a RT-KWQFA M = (R, X, {U,er}, 1, Ra, R) recognizing L
with cutpoint 0. For each o € 3, U, is built as follows:
TA

/
U, = |D, |, (4.33)
1B

where the constant [ and the set {B, | 0 € ¥} are obtained from {4/ | 0 € ¥}

according to the template described in Figure 4.4.
The state set R = R, U R, U R, is specified as:

i. 1,11 € R, corresponds to state g,.1;
ii. 7,42 € R, corresponds to state ¢,o;
iii. {ry,...,7, a3} € R, correspond to the remaining states of @', where r; is the
start state;
iv. All the new states that are defined during the construction of {U,cr} are rejecting

ones.

M simulates the computation of P for a given input string w € ¥* by representing
the probability of each state g; by the amplitude of the corresponding state r;. The
transitions from the 2n 4+ 6 states added during the construction of U, for ensuring
unitarity do not interfere with this simulation, since the computation halts immediately
on the “branches” where these states are entered. Therefore, the top n + 3 entries of

the state vector of M equal

G)m (Om’ pr(li) 13- 2ifp(w)70>T (4.34)

just before the last measurement on $. Since the amplitude of the only accepting state

is nonzero if and only if w € L, L is recognized by M with cutpoint 0. O]

Lemma 4.24. NQALC 57.
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Proof. By Fact 4.15, there exists a GFA with one-sided cutpoint 0 for any member L

of NQAL. By Lemma 4.22, L is an exclusive stochastic language. [

Theorem 4.25. The class of the languages recognized by RT-KWQFA with one-sided

unbounded error is precisely equal to S7.
Corollary 4.26. S = NQAL.

Corollary 4.27. 5= = coNQAL.

By Fact 4.20, there exist languages that RT-KWQFAs can recognize with two-
sided (unbounded), but not one-sided error. The class of these languages is precisely
uS \ (S US™). Note that the above results also establish that the class of languages

recognized by RT-NQFAs is not closed under complementation (Fact 4.46).
Open Problem 6. Does S”N S~ contain a nonregular language?

Open Problem 7. Is S7 countable or uncountable?

Watrous | 7] has shown that NQSPACEg(s) = coC_SPACEq(s) for s = Q(log(n)).
Due to the fact [28] that S = coC=SPACE(1), we have proven that co-C_SPACE(1)
C NQSPACE(1), and whether the inclusion is strict or not depends on whether a
two-way (or one-way) head would increase the computational power of a NQFA!® .
Open Problem 8. Can NQFAs with a two-way (or one-way) tape head recognize more

languages than the realtime model discussed here?

For sublogarithmic space, we can conclude the following corollary, firstly stated

in [46], by combining some previously known facts:

Corollary 4.28. NSPACE(s) C NQSPACE(s) for s = o(log(n)).

Proof. (Sketch.) QTMs can simulate PTMs easily for any common space bound.
Lpeg = {w € {a,b}* | |w|, # |w|y} € S7 [43]. It is easily seen that L,., is a non-

5For any 2PFA M and cutpoint \; € [0, 1), there exist a one-way PFA P and a cutpoint Ay € [0, 1)
such that (M, A1) = (P, A2) [28], whereas one-way QFAs are more powerful than RT-QFAs in the
general unbounded error setting.
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regular deterministic context-free language (DCFL). It is known that no nonregular

DCFL is in NSPACE(s) for s = o(log(n)) [47]. O

For space bounds s € Q(log(n)), all we know in this regard is the trivial fact that
NSPACE(s) € NQSPACE(s).

Open Problem 9. Is NSPACE(s) C NQSPACE(s), for s € Q(logn)?

4.2.3. Space Efficiency of Nondeterministic Quantum Finite Automata

It is well known [48,49] that some infinite families of languages can be recognized
with one-sided bounded error by just tuning the transition amplitudes of a RT-QFA
with a constant number of states, whereas the sizes of the corresponding RT-PFAs
grow without bound. After a simple example, we argue that this advantage is also

valid in the unbounded error case.

For m € Z*, L,, C {a}* is defined as

L, ={a"|i mod (m) # 0}. (4.35)

Theorem 4.29. For any m > 1, L,, can be recognized by a 2-state MCQFA'® with

cutpoint 0.

Proof. M begins the computation at state ¢, and each transition with the symbol a
corresponds to a rotation'” by angle T in the |go)-|¢1) plane, where ¢y is the accepting

state. ]

For any positive n, it is known [45] that every n-state RT-PFA with cutpoint 0

has an equivalent nondeterministic finite automaton with the same number of states.

6 There is an equivalent 4-state RT-KWQFA.
"For details of a similar construction for a nonregular language, see [43].



69

Therefore, only finitely many distinct languages can be recognized with one-sided un-

bounded error by RT-PFAs with at most n states.

Combining this with the fact that any n-state RT-PFA with cutpoint 0 can be
simulated by a RT-KWQFA with 2n + 6 states (see Section 4.1.2), the superiority of
RT-KWQFAs (and so RT-QFAs) over RT-PFAs in this regard is established.

4.2.4. Languages Recognized with Two-Sided Error

To gain a better understanding of the classes of languages recognizable by positive
one-sided, negative one-sided, and necessarily two-sided error by QFAs, we examine
some examples from each of those families. Bertoni and Carpentieri [43] showed that
Lyeq is in NMCL, and that its complement, say, L, is not in MCL. Now that we have
Theorem 4.25, we can use the well-known results [29, 45] from the RT-PFA literature
that state that L., € ST, Lue, € S7, but not vice versa, to conclude that stronger
RT-QFA variants also can not recognize L., with positive one-sided error, and neither
can they recognize L., with negative one-sided error. Similarly, Lace et al. [11] proved
recently that the complement of the palindrome language L, = {w € {a,b}* | w =
w"} is in NQAL. We can show the corresponding result for L, using the following

fact:

Fact 4.30. [50] Let L € S=. Then there exists a natural number'® n > 1 such that

for any strings u,v,y € 3%,

if wo, uyv, . .., uy™ ‘v € L, then uy*v C L. (4.36)

Theorem 4.31. L,, ¢ S7.

Proof. Suppose that L,q € S#. Then @ € S™. Let u=1a"b, y=a, and v = ¢.

a'b,a"ba, ..., a"ba"" € Loy (4.37)

18This number can be chosen as the number of states of a PFA P such that L = IL(P,= \) for some
A€ 0,1].
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imply that a"ba"™ € L, by Fact 4.30. Since this string is actually a member of L,q,

we have a contradiction. O

We now exhibit some languages which can only be recognized by two-sided error

by a QFA.

Theorem 4.32. L = {aw; Ubwy | wy € Loy, wa € Lye,} € S\(STU 7).

Proof. Suppose that L € S7, then there exists a GFA

g - (57 E7 {AUE{a,b}}a Vo, f) (438)
recognizing L with one-sided cutpoint 0. The GFA
g/ = (Sa Ea {AUE{a,b}}u Aav()? f) (439)
recognizes L., with one-sided cutpoint 0, meaning that L., € S*. This contradicts the
well-known fact mentioned in the first paragraph of this section. Suppose now that
L € S=, then

L={cUawy,Ubw, | w, € Leg,wy € Lyeq} (4.40)

is in S7, which also results in a contradiction for the same reason. Since both L., and

its complement are stochastic, it is not difficult to show that L is stochastic. O]

Lemma 4.33. L;; = {w € {a,b}" | |w|, < |w|s} ¢ (S7U §7).

Proof. Suppose that L, € S=. Let u=¢, y = a, and v = b".

b ab™, ... av i e Ly (4.41)
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imply that a"b™ € L; by Fact 4.30. Since this string is actually a member of L;, we

have a contradiction.

Similarly, suppose that Ly € S7, or Ly € S=. Let u =a", y = b, and v = b.

ab,a"b?, ..., a"" € Ly (4.42)

imply that a”b"! € L;; by Fact 4.30. Since this string is actually a member of Ly, we

have a contradiction. O

Corollary 4.34. L;; € S\(S"U §7).

Proof. This follows from Lemma 4.33 and the fact that L, € S [28,51]. O
Theorem 4.35. L.y, = L., - b" € S\(S7U 7).
Proof. The proof of Le,, ¢ (STU S7) uses the setup presented in Lemma 4.33, i.e.,

i. select w = ¢, y = a, and v = b" to contradict with L.,, € 57,

ii. select u=a", y=>, and v = b to contradict with L., € S7.

Any string w is a member of Ly if and only if it has the following three properties:
e w ends with .
o wE Ly.

e Let u be the longest prefix of w ending with a (u = € if w € {b*}). Then, u € L.

Since these properties can be checked easily by a 2PFA with bounded error, L., €
S [28,51]. m

Now, we show the stochasticity of an important family of languages.
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The word problem for a group is the problem of deciding whether or not a product
of group elements is equal to the identity element [52]. Let GF = (G, 0) be a finitely

generated free group with a basis

Y={o1,...,00,00 . ..,00'} (4.43)

where k € Z* is the rank of G*. L,,(G*) C ©* is the language defined as

Lup(GF) ={w |w; € ,1 <i < |w|,w; 0+ 0wy =1}, (4.44)

where 2 € G is the identity element of G*.

Fact 4.36. (Page 1 of [53]) Let G and G5 be finitely generated free groups. Then
fl and ng are isomorphic if and only if k1 = ks.
Corollary 4.37. L,,( MY and L ( %2) are isomorphic if and only if ky = ko, where

¥ and Gy are finitely generated free groups.

As a generic name, L, (k) can be used instead of L,,(G*) due to Corollary 4.37,
where k € Z7.

Fact 4.38. [54] L,,(1) € S.

Fact 4.39. [9] L,,(k) € coNMCL, the class of languages whose complements are in
NMCL, for any k € Z+.

Corollary 4.40. L,,(k) € S~ for any k € Z*.

We now provide a proof of the following theorem.

Theorem 4.41. L,,,(k) € S for any k > 2.

In fact, Theorem 4.41 was stated as a corollary on page 1463 of 9], but the
purported proof there was based on the claim that coNMCLCMCLC S. It is however
known [43|, as we mentioned above, that a member of coNMCL (L,,) lies outside MCL.

Furthermore, the same demonstration can be easily extended to L., (k), where k € Z*.



73

Corollary 4.42. L,,(k) ¢ MCL for any k € Z™.

Since it is still an open problem whether S= C S or not, we cannot use Corollary
4.40 directly to prove Theorem 4.41. Instead, we focus on a subclass of ST that is

known to be a subset of S, Sg [55].

Fact 4.43. [55] S5 C S.

SO3(Q) is the group of rotations on R3 that are 3 x 3 dimensional orthogonal

matrices having only rational entries with determinant +1.

Fact 4.44. [56, 57] For any k > 2, SO3(Q) contains a free subgroup with rank k,

namely S*.

Proof of Theorem 4.41. For L.,,(k), we define a rational GFA

gk - ({51732a83}727{AUEE}’U[))f)) (445)

where

i. X ={Ry,...,Ry,R{",..., R '} is a basis of S¥;
ii. A, =0 for each o € ¥;
ii. vo=(1 0 0)7;

iv. f=(1 0 0).

It is obvious that w € L,,(k) if and only if A, --- A} = I35 if and only if fg, (w) =

fAy---Avg = 1, where w € X*. Thus, Ly,(k) € Sg by selecting the cutpoint as 1.
We can conclude with Fact 4.43. O

4.2.5. Closure Properties

The previously discovered closure properties of S, S* and S~ are listed below.
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Fact 4.45.

i. S is not closed under union and intersection [58-60)].
ii. S is closed under union and intersection with a regular language [61, 62].
iii. S is closed under reversal [26].
iv. S is not closed under concatenation, Kleene closure, and homomorphism [63, 64].

v. S is closed under complementation over unary alphabets [59].
Fact 4.46.
i. Both S* and S~ are closed under union and intersection [29].

ii. Neither S* nor S~ is closed under complementation [50].

iii. S is closed under intersection with a member of S* [29].

In [46], we proved several new nontrivial closure properties of the “one-sided”

classes S7 and S=. We refer the reader to [46] for the proofs of the following theorems.
Theorem 4.47. S7 is closed under concatenation.

Theorem 4.48. S~ is not closed under concatenation.

Theorem 4.49. S7 is closed under Kleene closure.

Theorem 4.50. S5~ is not closed under Kleene closure.

Lemma 4.51. Let h: ¥ — 3\ {k} be a homomorphism such that

ho) = , (4.46)

where k is a specific symbol in . If L C ¥* is in S7, then so is h(L).

Lemma 4.52. Let h: ¥ — Y* be a homomorphism such that |h(o)| > 0 for all o € X.
If L C X isin 87, then so is h(L).

Theorem 4.53. 57 is closed under homomorphism.
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Theorem 4.54. S7 and S= are closed under inverse homomorphism.

Theorem 4.55. S and S= are closed under reversal.

Theorem 4.56. S7 and S— are closed under word quotient.

Theorem 4.57. S” and S— are not closed under difference.

Theorem 4.58. S and S~ are closed under difference with a reqular language.

ii.
iil.

iv.

For completeness, we list below the following easy facts about MCL and NMCL:

NMCL is closed under both union and intersection.

Neither MCL nor NMCL is closed under complementation [43].
Both MCL and NMCL are closed under inverse homomorphism [37].
Both MCL and NMCL are closed under word quotient [9].

Some related open problems are as follows:

Open Problem 10. Is MCL closed under union? Intersection?

Open Problem 11. Do NMCL and MCL coincide?

Open Problem 12. Is S closed under complementation? (page 158 of [29])

Open Problem 13. Is ST a subset of S? (page 173 of [29])
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5. CONSTANT-SPACE BOUNDED-ERROR
COMPUTATION

In this chapter, we focus on bounded-error computation in constant space. The
results presented in Sections 5.1.3, 5.1.4, 5.2, and 5.3 are obtained by our new two-way
PFAs and QFAs (defined in Section 5.1.1). In the second part of the chapter (Section

5.4), we present our results related with realtime PFAs and QFAs with postselection.
5.1. Probabilistic and Quantum Automata with Resetting

In this section, we keep the original definitions of the quantum machines having

capability of resetting as stated in [65] (the underlying model is RT-KWQFA) since

the computational power of them does not increase (as shown in Theorem 5.10) when

the underlying model is selected as RT-QFA.

5.1.1. Definitions

A two-way quantum finite automaton with reset (2QFA™) is a 7-tuple

M = (Q,E,d, qla@aa@rv@reset = UqEQnQ?)' (51)

In contrast to the previous models,

L Qn =0\ (QsUQ,UQ,cse) is the set of nonhalting and nonresetting states;
il. Qreser 1S the union of disjoint reset sets, i.e., each Q;‘EQ” contains reset states that

cause the computation to restart with state q.

We assume that the states in (),, have smaller indices than other members of Q); ¢; € Q,,

for 1 <i < |Qul-
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Apart from the left reset capability, 2QFA"s are identical to 2KWQFAs. (We
refer the reader to Section 3.2.5 and [4] for detailed coverage of the technical properties
of 2KWQFAs.) In each step of its execution, a 2QFA™ undergoes two linear operations:
The first one is a unitary transformation of the current superposition according to 9,
and the second one is the measurement, done on the configuration set, C*, with set of

projectors, Prca, for a given input string w € X*, where

A ={a,n,r} U {reset-i | 1 <i<|Qnl|},

® Cliammy = el € Qrx L. [w]}},
o Cllers = {clc€ Qfcq, ¥ {1,..., |W[}} for 1 <i < [Qy], and
® Prea= 3 [o)(d]:

ceC¥

Thus, the outcome of the measurement is one of “accept”, “reject”, “continue without
resetting”, or “reset with state ¢”, for any ¢ € @,. Note that, if “reset with state ¢”
is measured, the tape head is reset to point to the left end-marker, and the machine

continuous from the superposition |¢, 1) in the next step.

A two-way quantum finite automaton with restart (2QFA®) is a restricted 2QFA"
in which the “reset moves” can target only the original start state of the machine, that
is, in terms of Equation 5.1, all the Q" of a 2QFA° are empty, with the exception of

) O
= represented as Q.

Other variants of two-way automata with reset that are examined in this thesis

are

i. A realtime (Kondacs-Watrous) quantum finite automaton with reset (RT-QFA")
is a restricted 2QFA" which uses neither “move one square to the left” nor “stay
put” transitions, and whose tape head is therefore classical,

ii. A realtime (Kondacs-Watrous) quantum finite automaton with restart (RT-QFA®)
is a RT-QFA" where the reset moves can target only the original start state, and,

iii. A realtime probabilistic finite automaton with restart (RT-PFA®) is a RT-PFA

which has been enhanced with the capability of resetting the tape head to the
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left end-marker and swapping to the original start state.

5.1.2. Basic Facts

We start by stating some basic facts concerning automata with restart, which are

used in later sections.

A segment of computation which begins with a (re)start, and ends with a halting
or restarting configuration is called a round. Clearly, every automaton with restart
which makes nontrivial use of its restarting capability runs for infinitely many rounds
on some input strings. Throughout this chapter, we make the assumption that our two-
way automata do not contain infinite loops within a round, that is, the computation

restarts or halts with probability 1 in a finite number steps for each round.

Everywhere in this section, R stands for a finite state automaton with restart,
and w € X* represents an input string using the alphabet ¥. p%(w) (resp., pk(w))

denote the probability that R accepts (resp., rejects) w, in the first round. Moreover,

Pi(w) = ph(w) + Pl (w).

Lemma 5.1.

1 1
) = — )= —— (5.2)
D (w0) V()
L e (w) b (w)

Proof.

m(w) = Z(l—p%(w)—p%(w))ip%(w)
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fr(w) is calculated in the same way. O

Lemma 5.2. The language L C X* is recognized by R with error bound € > 0 if and

only if i;i—% < 1= whenw € L, and iz;g; < 1= when w ¢ L. Furthermore, if igg;

igg:ﬁg) is at most €, then f&(w) (resp, fr(w)) is at least 1 — e.

(resp.,

Proof. This follows from Lemma 5.1, since, for all p > 0, € € [0, 3),

1

—>1l—-e&p< and 5.3
1—|—p_ ¢ p_l—tf’ ( )
p < :>—1 >1-— (54)
€ €. .
= 1 -
]

Lemma 5.3. Let p = plt(w), and let s(w) be the mazimum number of steps in any

branch of a round of R on w. The worst-case expected runtime of R on w is

L(s(w)). (55)

p

Proof. The worst-case expected running time of R on w is

(s(w)). (5.6)

[]

Lemma 5.4. Any one-way automaton with restart with expected runtime t can be
stmulated by a corresponding two-way automaton without restart in expected time no

more than 2t.

Proof. The program of the two-way machine (R,) is identical to that of the one-way

machine with restart (R;), except for the fact that each restart move of R, is imitated
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by R by moving the head one square per step all the way to the left end-marker. This
causes the runtimes of the i nonhalting rounds in the summation in Equation (5.6) in

Lemma 5.3 to increase by a factor of 2. m

We now give a quick review of the technique of probability amplification. Suppose
that we are given a machine (with or without reset) .4, which recognizes a language L
with error bounded by ¢, and we wish to construct another machine which recognizes
L with a much smaller, but still positive, probability of error, say, €. It is well known!?

that one can achieve this by running A O(log(Z)) times on the same input, and then

giving the majority answer as our verdict about the membership of the input string in

L.

Suppose that the original machine A needs to be run 2k + 1 times for the overall
procedure to work with the desired correctness probability. Two counters can be used
to count the acceptance and rejection responses, and the overall computation accepts
(resp., rejects) when the number of recorded acceptances (resp., rejections) reaches
k+1. To implement these counters in the finite automaton setting, we need to “connect”
(k4 1)? copies of A, {A;; | 0 <14,j <k}, where the subscripts indicate the values of
the two counters, i.e., the states of A;; encode the information that A has accepted
¢ times and rejected j times in its previous runs. The new machine M is constructed

from the A, ;’s as follows:

e The start state of M is the start state of Ag;

e Upon reaching any accept state of A;; (0 < 4,5 < k), M moves the head back to
the left end-marker and then switches to the start state of A4 j;

e Upon reaching any reject states of A;; (0 <14,j < k), M moves the head back
to the left end-marker and then switches to the start state of A, ;. 1;

e The accept states of M are the accept states of A ; (0 < j < k);

e The reject states of M are the reject states of A;; (0 <i < k).

Lemma 5.5. If language L C X* is recognized by R with a fived error bound € > 0,

19Gee, for instance, pages 369-370 of [34].



81

then for any positive error bound € < e, there exists a finite automaton with reset, R/,
recognizing L. Moreover, if R has n states and its (expected) runtime is O(s(|w|)),
then R’ has O(log*(3)n) states, and its (expected) runtime is O(log(£)s(|wl)), where

w s the input string.

Proof. Follows easily from the above description. O

Finally, we note the following relationship between the computational powers of

the 2CQFA and the RT-QFA.

Lemma 5.6. For any RT-QFA”™ M, with n states and expected runtime t(|w|), there
exists a 2CQFA My with n states and expected runtime O(t(|w))), such that My accepts

every input string w with the same probability that My accepts w.

5.1.3. Computational Powers of Realtime Probabilistic Finite Automata

with Restart

It is interesting to examine the power of the restart move in classical computation.
Any RT-PFA® which runs in expected ¢ steps can be simulated by a 2PFA which runs in
expected 2t steps (see Lemma 5.4). We ask in this section whether the restart move can
substitute the “left” and “stationary” moves of a 2PFA without loss of computational
power. Since every polynomial-time 2PFA recognizes a regular language, which can of
course be recognized by using only “right” moves, we focus on the best-known example

of a nonregular language that can be recognized by an exponential-time 2PFA.

Theorem 5.7. There exists a natural number k, such that for any € > 0, there exists a
k-state RT-PFA® P, recognizing language Le, with error bound e and expected runtime

O((G%)‘w‘|w|), where w is the input string.

Proof. We construct the RT-PFA® P,, shortly P, as follows: Let z = % The compu-
tation splits into three paths called path;, path,, and paths with equal probabilities on

symbol ¢. All three paths, while performing their main tasks, parallelly check whether
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*

the input is of the form a*b*, if not, all paths simply reject. The main tasks of the

paths are as follows:

e path; moves on with probability x and restarts with probability 1 — 2z when
reading symbols a and b. After reading the right end-marker $, it accepts with
probability with 1.

e path, moves on with probability 22 and restarts with probability 1 — 22 when
reading symbol a. On b’s, it continuous with the “syntax” check. After reading
the §, it rejects with probability § and restarts with probability 1 — 5.

e paths is similar to path,, except that the transitions of symbols a and b are

interchanged.

If the input is of the form a™b", then the accept and reject probabilities of the

first round are calculated as

(z*™ + 2°"). (5.7)

>

1
pp(w) = §:1: , and pp(w) =

If m = n, then

Pp(w) _ (5.8)

If m # n (assume without loss of generality that m = n + d for some d € Z7) |

then
a 9 2n+d 92 d 9 2
pP(w) o2 552d om de <2t < w (5.9)
pp(w)  ea?nt2d 4 g ex2d 41 € €
: €
By replacing x = —, we can get
’M <e (5.10)
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By using Lemma 5.2, we can conclude that P recognizes L., with error bound e.

Since p%(w) is always greater than %x‘“", the expected runtime of the algorithm

is O((Z)"™/|wl), where w is the input string. O

5.1.4. Computational Powers of Realtime Quantum Finite Automata with

Restart

In this section, we focus on the RT-QFA®, which turns out to be the simplest
and most restricted known model of quantum computation that is strictly superior in

terms of bounded-error language recognition to its classical counterpart.

Our first result shows that RT-QFA®s can simulate any RT-PFA® with small
state cost, albeit with great slowdown. Note that no such relation is known between

the 2KWQFA and its classical counterpart, the 2PFA, in the bounded error case.

Theorem 5.8. Any language L C X* recognized by an n-state RT-PFA® with error
bound € can be recognized by a (2n + 4)-state RT-QFA® with the same error bound.
Moreover, if the expected runtime of the RT-PFA” is O(s(|w|)), then the expected
runtime of the RT-QFA® is O(12"Is2(|w|)) for a constant | > 1 depending on n, where

w 15 the input string.

Proof. Let P be an n-state RT-PFA® recognizing L with error bound e. We construct

a (2n + 4)-state RT-QFA® M recognizing the same language with error bound ¢ < e.

By adding two more states, ¢, and g,, to P, we obtain a new RT-PFA®, P’, where
the halting of the computation in each round is postponed to the last symbol, $, on
which the overall accepting and rejecting probabilities are summed up into ¢, and ¢,
respectively. Therefore, for any given input string w € X*, the value of ¢, and ¢, are

p%(w) and pj(w), respectively, at the end of the first round.

By using the method described in Section 4.1.2, each stochastic matrix can be



84

converted to a unitary one with twice the size, i.e. each transition matrix of P’ can be
converted to a (2n+4) x (2n+4)-dimensional unitary matrix. These are the transition

matrices of M. The state set of M can be specified as follows:

i. The initial state of M is the state corresponding to the initial state of P;
ii. The states corresponding to ¢, and ¢, are the accepting and rejecting states, ¢,
and ¢, respectively;
iii. the states corresponding to the non-halting and non-restarting states of P’ are
non-halting and non-restarting states, respectively; and,

iv. all remaining states are restarting states.

When M runs on input string w, the amplitudes of ¢/, and ¢/, the only halting

states of M, at the end of the first round are (%) o pp(w) and (%) [ P (w), respectively,

where [ is set to 2n+ 5 with respect to the template described in Figure 4.4. Therefore,

when w € L,

Puw) _ (pp(w))? ¢

Vi) ~ ()’ = (=7 o1y
and similarly, when w ¢ L,

Palv) _ @pw) @ 1)

By solving the equation

1—¢ (1—¢)? (5.13)

we obtain

2
’ €

__ € - 5.14
T 1 2er22 ¢ (5.14)
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The expected runtime of P is

0]
Pp(w) + pp(w)

€ O(s(|w])), (5.15)

and so the expected runtime of M is

b ||

21| ||
O™ ) + o)

Pp(w) + php

2/| 2 2wl g2(14p])). .
;<30 ( i) €O D). (510

]

Corollary 5.9. RT-QFA®s can recognize all reqular languages with zero error.

If the underlying QFA model of realtime QFA with restart is chosen as RT-
QFA instead of RT-KWQFA, we obtain the general RT-QFA®, denoted shortly as RT-
GQFA®. Thus, the accepting, rejecting, and restarting parts can easily be postponed
to the end of the computation, that is, only one observation is implemented after the
whole input is read. A general realtime quantum finite automaton with restart is a

6-tuple

M = (Q7Ea{(€a€§;},€h,@a7@r>, (517)
where all specifications are the same as RT-QFA (see Section 3.2.4) except:

e (), is the set of rejecting states;
e Q°=0Q\ (Q,UQ,) is the set of restarting states;
e A = {a,r, O} with the following specifications:
i. “a”. the computation is halted and the input is accepted,
ii. “r”: the computation is halted and the input is rejected, and
iii. “O” the computation is restarted.
The corresponding projectors, P,, P., and P°, are defined in a standard way,

based on the related set of states, Q,, Q., and Q°, respectively.

Theorem 5.10. Any language L C X* recognized by an n-state RT-GQFA® with error
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bound € can be recognized by a O(n)-state RT-QFA® with the same error bound. More-
over, if the expected runtime of the RT-GQFA® is O(s(|w|)), then the expected runtime
of the RT-QFA® is O(I?"™s%(|wl|)) for a constant | > 1, where w is the input string.

Proof. We use almost the same idea presented in the proof of Theorem 5.8 after lineariz-
ing the computation of the given RIT-GQFA®. Let G = (Q,%,{&, 5}, 1, Qa, Q1) be
an n-state RT-GQFA® recognizing L with error bound e. We construct a 3n? + 6-state
RT-QFA® M recognizing the same language with error bound € < e.

In order to linearize G, we use the technique described in Lemma 3.2 and so we
. (21

obtain n? x n’-dimensional matrices for each o € X, i.e. A, = > E,;® E%,. By adding
i=1

two more states, g,2.1 and g,2,, the overall accepting and rejecting probabilities are

respectively summed up on them, i.e.

02><n A$ ‘ 07L><2

/ OTLXH

T2><n

. (5.18)

[2><2 02><n [2><2

where all the entries of T" are zeros except that T'[1, (i — 1)n?+i] = 1 when ¢; € Q, and
T[2, (i —1)n*+4] = 1 when ¢; € Q,. Let vg = (1,0,...,0) be a (n?+2) x 1-dimensional

column vector. It can be easily verified that, for any w € »*,
U|/ﬁ;| = A%A;’\uq T A;;l EEUO = (07L2><17pg(w)7pg(w>> (519)

Based on the template given on Figure 5.1, we obtain constant [ and the sets B, _5 and

C s, such that the columns of the following matrix form an orthonormal set,

1
7| B |- (5.20)

The remaining part is as in the proof of Theorem 5.8. O



87

Let S be a finite set and {A; | s € S} be a set of m x m-dimensional matrices. We present
a method in order to find two sets of m x m-dimensional matrices, {Bs; | s € S} and
{Cs | s € S}, with a generic constant [ such that the columns of the following matrix form

an orthonormal set

1
7| B | (5.21)

for each s € S. The details of the method is given below.

i. The entries of Bscs and Cscg are set to 0.

A
ii. For each s € S, the entries of By are updated to make the columns of i
B;
pairwise orthogonal. Specifically,
fori=1,...,m—1
set blﬂ =1

forj=i+1,....,m
set b; ; to some value so that the i'" and j'* columns become orthogonal
As
B,

set l5 to the maximum of the lengths (norms) of the columns of

ili. I =max({ls]|s € S}).
iv. For each s € S, the diagonal entries of C, are updated to make the length of each
As

column of | B, | equal tol.

C,

Figure 5.1. General template to build a unitary matrix (II)

For an automaton M recognizing a language L, we define the gap function,
gm N — [0, 1], such that g (n) is the difference between the minimum acceptance
probability of a member of L with length at most n and the maximum acceptance

probability of a non-member of L with length at most n?° .

Lemma 5.11. If a language L is recognized by a RT-KWQFA M with positive (neg-
ative) one-sided unbounded error such that gu(n) > ¢ for some ¢ > 1, then for all
e € (0, %), L is recognized by some RT-QFA® having three more states than M with

positive (negative) one-sided error € in expected time O(1c"!|w|), where w is an input

20The definition of g is due to Bertoni and Carpentieri [66], who call it the “error function.”
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string.

Proof. We consider the case of positive one-sided error. The adaptation to the other
case is trivial. M is converted into a RT-QFA® M/, shortly M’, as follows. M’
starts by branching to two equiprobable paths, path; and path,, at the beginning of
the computation. path; imitates the computation of M, except that all reject states
that appear in its subpaths are replaced by restart states. Regardless of the form of
the input, path, moves right with amplitude \/La (and so restarts the computation with
the remaining probability,) on every input symbol. When it arrives at the right end-

marker, path, rejects with amplitude /€, and restarts the computation with amplitude

V1—e

When w ¢ L,
€
Piy(w) =0, and pl(w) = Sl (5.22)
and so the input is rejected with probability 1. When w € L,
a 1 , €
Php (w) > Solel’ and py(w) = Sl (5.23)
and so the input is accepted with error bound € > 0 due to Lemma 5.2, since
pjﬁ’(w) <e (5.24)
p/w(w>

Since pli (w) is always greater than 5, the expected runtime of M, is O(Lcl|wl).

]

Lemma 5.12. If a language L is recognized by a RT-KWQFA M with positive (neg-
ative) one-sided bounded error such that gyp(n) > ¢! for some ¢ > 1, then for all
e € (0, %), L is recognized by some RT-QFA® having three more states than M with
positive (negative) one-sided error € in expected time O(Lclwl|), where w is an input

string.
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Proof. The construction is almost identical to that in Lemma 5.11, except that path;
rejects with amplitude /€, and restarts the computation with amplitude /1 — € im-
mediately on the left end-marker, thereby causing every input to be rejected with the
constant probability 5. Hence, the expected runtime of the RT-QFA%s turns out to
be O(Lc|wl). O

€

Lemma 5.11 is a useful step towards an eventual characterization of the class of
languages that are recognized with one-sided bounded error by RT-QFA®s, since full
classical characterizations are known (see Section 4.2.2) for the classes of languages
recognized by one-sided unbounded error by several RT-QFA models, including the
RT-KWQFA.

Theorem 5.13. For every language L € Sq, there exists a number n such that for all
error bounds € > 0, there exist n-state RT-QFA° s that recognize L and L with one-sided

error bounded by €.

Proof. For a language L in Sg, let P be the rational RT-PFA (i.e. each transition
probability must be a rational number) associated by L. Turakainen [55] showed that
there exists a constant b > 1 such that for any string w ¢ L, the probability that P
accepts w cannot be in the interval (% — bl %—I—b_“”'). By using the method described
in Section 4.2.2, we can convert P to a RT-KWQFA M recognizing L with one-sided
unbounded error, so that M accepts any w € L with probability greater than ¢~ "/,

for a constant ¢ > b. We can conclude with Lemma 5.11. OJ

S(E contains many well-known languages, such as Leg, Lpai, Liwin = {wecw | w €
{a,b}*}, Lipur = {x#y#= | x,y, z are natural numbers in binary notation and z xy =

Z}7 quuare = {anbn2 ’ n > 0}7 Lpower = {anb2"

n > 0}, the word problem for finitely

generated free groups, and all polynomial languages, |67] defined as

{a71M L azkb;;n(m,...,nk) . bfr(nl""’nk) ’ pi(nb o 7nk) > 0}’ (5.25)
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where ay,...,ag, by, ...,b, are distinct symbols, and each p; is a polynomial with integer
coefficients. Note that Theorem 5.13 and Lemma 5.6 answer a question posed by
Ambainis and Watrous [5] about whether Lgyuare and Lyjower can be recognized with

bounded error by 2CQFAs affirmatively.

Corollary 5.14. The class of languages recognized by RT-QFA®s with bounded error
properly contains the class of languages recognized by RT-PFA®s.

Proof. This follows from Theorems 5.8 and 5.13, Lemma 5.4, and the fact [35,68] that
L, cannot be recognized with bounded error by 2PFAs. O

Since RT-QFAs [17, 36, 69] are known to be equivalent in language recognition
power to RT-PFAs, one has to consider a two-way model to demonstrate the superiority
of quantum computers over classical ones. The 2CQFA is known [5] to be superior to
its classical counterpart, the 2PFA, also by virtue of L,,. Recall that, by Lemma 5.6,
2CQFAs can simulate RT-QFA®s easily, and we do not know of a simulation in the

other direction.

5.2. Succinctness of Two-Way Models

In this section, we demonstrate several infinite families of regular languages which
can be recognized with some fixed probability greater than % by just tuning the tran-
sition amplitudes of a RT-QFA® with a constant number of states, whereas the sizes
of the corresponding RT-QFAs, RT-PFAs, and 2NFAs grow without bound. One of
our constructions can be adapted easily to show that RT-PFA®s, (and, equivalently,

2PFAs), also possess the same advantage over those machines.

Definition 5.15. For an alphabet ¥ containing symbols a and b, and m € Z*, the
family of languages A,, is defined as

Ay =A{ua | u e X |ul <m}. (5.26)
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Note that Ambainis et al. [70] report that any Nayak realtime quantum finite
automaton®' that recognizes A,, with some fixed probability greater than 1 has 2™

states.

Theorem 5.16. A,, is recognized by a 6-state RT-QFA® M., for any error bound

e > 0. Moreover, the expected runtime of M, on input w is O((%)Qm |wl).

Proof. Let M, (shortly M) = {Q,%,0,qo, Qa, Qr, Q°} be a RT-QFA® with Q,, =
{00, 01}, Qu = {A}, Q, = {R}, Q° = {I,, [,}. M contains the transitions

Uelgo) = €|lq1) + 627”245\]%) +V1—e— e2m+5|11)

1 1
= V= —eh) + —|I
Udlao) = €lgo) +1/5 = €*h) + ﬁl 2)

1 1
Udlqr) = ¢€lqo) + 5= 2| h) — E|12>
T 1
UE\{a}’QO> = €lq) + 5 e2|) + E‘IQ>
T 1
Us\tayl;1) = €la) + 5 € 1) — E|f2>
Uslgo) = |A)
Uslg:) = |R)

and the transitions not mentioned above can be completed easily, by extending each

U, to be unitary.

On the left end-marker, M rejects with probability €™, goes on to scan the
input string with amplitude ¢, and restarts immediately with the remaining probability.
States qo and ¢; implement the check for the regular expression ¥*a, but the machine

restarts with probability 1 — €2 on all input symbols during this check.

If w = uo’ for u € ¥*, and ¢’ # a, the input is rejected with probability 1, since

21This is a realtime QFA model of intermediate power, subsuming the RT-KWQFA, but strictly
weaker than RT-QFA in bounded error.
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p?vt/ (w) = 0

If w = ua for u € ¥*,

Py (w) = 2 pn (w) = Em R (5.27)
Hence, if w € A,,,
Pha(w) > e, (5.28)
and if w ¢ A,,,
Phu(w) < 0. (5.29)

In both cases, the corresponding ratio ﬁZA(“’) or Zu()

@ (w) P (w0) is not greater than e. Thus, by

Lemma 5.2, we conclude that M recognizes A,, with error bounded by €. Since p,(w)

is always greater than €™ the expected runtime of M is O((l)zm lw|). O

€

By a theorem of Rabin [15], for any fixed error bound, if a language L is rec-
ognized with bounded error by a RT-PFA with n states, then there exists a RT-DFA
that recognizes L with 20" states. Parallelly, Freivalds et al. |71| note that one-way
quantum finite automata with mixed states are no more than superexponentially more
concise than RT-DFAs. These facts can be used to conclude that a collection of RT-
PFAs (or RT-QFAs) with a fixed common number of states that recognize an infinite
family of languages with a fixed common error bound less than %, a la the two-way
quantum automata of Theorem 5.16, cannot exist, since that would imply the existence

of a similar family of RT-DFAs of fixed size. By the same reasoning, the existence of

such families of 2NFAs can also be overruled.

The reader should note that there exists a bounded-error RT-PFA® (and there-
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fore, a 2PFA?? ) for A,,, which one can obtain simply by replacing each transition
amplitude of 1QFA® M,, . defined in Theorem 5.16 by the square of its modulus. This
establishes the fact that 2PFAs also possess the succinctness advantage discussed above

over RT-PFAs, RT-QFAs and RT-NFAs.

We proceed to present two more examples.

Definition 5.17. For m € Z*, the language family B, C {a}* is defined as

By, ={a'|i mod (m)=0}. (5.30)

Theorem 5.18. For any error bound € > 0, there exists a 7-state RT-QFA® M,
which accepts any w € By, with certainty, and rejects any w ¢ B, with probability at
least 1 — €. Moreover, the expected runtime of My, e on w is O (£sin (< )|w).
Proof. We construct a 4-state RT-KWQFA recognizing B,, with positive one-sided
bounded error, as described in [48]. Let M,, = (@, %, 0, qo, Qu, @) be RT-KWQFA
with @, = {qo0, 1}, Q. = {A}, and Q, = {R}. M,, contains the transitions

U$|(]0

Uglao) = lgo)
Udl) = cos()lao) +sin(—)lan)
Uda) = —sin()lgo) +cos()lay)
)
)

U$‘CI1

and the transition amplitudes not listed above are filled in to satisfy unitarity. M,,
begins computation at the |go)-axis, and performs a rotation by angle ™ in the |go)-
|g1) plane for each a it reads. Therefore, the value of the gap function, guq,,, is not
less than sin®(Z) for |w| > 0. By Lemma 5.12, there exists a 7-state RT-QFA® M,,,

recognizing B,, with positive one-sided bounded error and whose expected runtime is

22Gee Section 5.1.3 for an examination of the relationship between the computational powers of the
RT-PFAC and the 2PFA.
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O (% sin_2(%)|w|). By swapping the accepting and rejecting states of M,, ., we can
get the desired machine. O

Definition 5.19. For an alphabet X, and m € Z7, the language family C,, is defined

as

Cp ={w € X" | |w| = m}. (5.31)

Theorem 5.20. For any error bound € > 0, there exists a 7T-state RT-QFA® M,
which accepts any w € C,, with certainty, and rejects any w ¢ C,, with probability at

least 1 — €. Moreover, the expected runtime of M, on w is O(£2™w).

Proof. We construct a 4-state RT-KWQFA recognizing C,, with positive one-sided
unbounded error. Let M,,, = (Q, %, 9, g0, Qq, @) be RT-KWQFA with Q,, = {q, @1},
= {A}, and Q, = {R}. M,, contains the transitions

Uglgo) = %!q(ﬁ + (%)m lq1) + %— (%)m |R)
1 1
Uses|o) = E’Q(ﬁ + E\R)
Useslqr) = |q)
Uslio) = —=I4) + —=IR)
\/_ V2
Uslar) f\A> \}_|R)

with the amplitudes of the transitions not mentioned above filled in to ensure unitarity.

M., encodes the length of the input string in the amplitude of state gy, which

V2
m is “hardwired” into the amplitudes of ¢;. For a given input string w € ¥*, if w € C,,,

|w|+1
equals <i> just before the processing of the right end-marker. The desired length

then the amplitudes of states ¢y and ¢; are equal, and the QFT [4] performed on the

right end-marker sets the amplitude of A to 0. Therefore, w is rejected with certainty.
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If w € C,,, then the accepting probability is equal to

(G)-6))

and it is minimized when |w| = m + 1, which gives us the inequality

i (1) > (%) " (5.33)

By Lemma 5.12, there exists a 7-state RT-QFA® M,, . recognizing C,, with positive
one-sided bounded error and whose expected runtime is O (%2m|w|) By swapping the

accepting and rejecting states of M,, ., we can get the desired machine. O]

Note that, unlike what we had with Theorem 5.16, the QFAs of Theorems 5.18
and 5.20 cannot be converted so easily to 2PFAs. In fact, we can prove that there exist
no 2PFA families of fixed size which recognize B,, and C,, with fixed one-sided error
less than %, like those QFAs: Assume that such a 2PFA family exists. Switch the accept
and reject states to obtain a family for the complements of the languages. The 2PFAs
thus obtained operate with cutpoint 0. Obtain an equivalent 2NFA with the same
number of states by converting all transitions with nonzero weight to nondeterministic
transitions. But there are only finitely many 2NFAs of this size, meaning that they

cannot recognize our infinite family of languages.
5.3. Probability Amplification

Many automaton descriptions in this thesis, and elsewhere in the theory of proba-
bilistic and quantum automata, describe not a single algorithm, but a general template
which one can use for building a machine M, that operates with a desired error bound
€. The dependences of the runtime and number of states of M, on % are measures
of the complexity of the probability amplification process involved in the construction

method used. Viewed as such, the constructions described in the theorems in Section

5.2 are maximally efficient in terms of the state cost, with no dependence on the er-
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ror bound. In this section, we present improvements over previous results about the

efficiency of probability amplification in 2QFAs.
5.3.1. Improved Algorithms for UPAL Language

In classical computation, one only needs to sequence O(log(%)) identical copies of
a given probabilistic automaton with one sided error p < 1 to run on the same input in
order to obtain a machine with error bound e. Yakaryilmaz and Say [72| noted that this
method of probability amplification does not yield efficient results for 2KWQFAs; the
number of machine copies required to reduce the error to e can be as high as (%)2 The
most succinct 2KWQFAs for Lypq, {a"b" | n > 0}, produced by alternative methods
developed in [72] have O(log®(1) loglog(1)) states, and runtime linear in the size of the
input w. In Section 5.3.2, we present a construction which yields (exponential time)
RT-QFA®s that recognize Ly, within any desired error bound €, with no dependence
of the state set size on e. Ambainis and Watrous [5] present a method which can be
used to build 2QCFAs that recognize L., also with constant state set size, where the
“tuning” of the automaton for a particular error bound is achieved by setting some
transition amplitudes appropriately, and the expected runtime of those machines is
O(|w|*). We now show that the 2QFA® formalism allows more efficient probability

amplification.

Theorem 5.21. There exists a constant n, such that, for any € > 0, an n-state 2QFA®
which recognizes Lypq with one-sided error bound e within O(%\w\) expected runtime

can be constructed, where w s the input string.

Proof. We start with Kondacs and Watrous’ original 2KWQFA [4] My, which recog-
nizes Lypq with one-sided error %, for any integer N > 1. After a deterministic test for
membership of a*b*, My branches to N computational paths, each of which perform a
QFT at the end of the computation. Set N = 2. M, accepts all members of L., with

probability 1. Non-members of L., are rejected with probability at least % We convert
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M, to a 2QFA® M. by changing the target states of the QFT as follows:

1 1-—
path; — E|Reject) + \/§|Accept> + \/T€|Restart> (5.34)

1 11—
path, — —E\Rejecw + \/E\Accept) + 14/ TGIRestart) (5.35)

where the amplitude of each path is \/LE For a given input w € X%,

i. if w is not of the form a*b*, then p', (w) = 1;

ii. if wis of the form a*b* and w ¢ L, then p),(w) = 3, and p}y(w) = §;
iii. if w € L, then p’,(w) = 0 and p%, (w) = e.
It is easily seen that the error is one-sided. Since % = ¢, we can conclude with
M/

Lemma 5.2. Moreover, the minimum halting probability occurs in the third case above,

and so the expected runtime of M. is O(|w]). O

Theorem 5.22. For any € € (0,3), there exists a 2QFA™ with O(log(L)) states that
recognizes Lupq with one-sided error bound e in O(log(+)|w|) steps, where w is the input

string.

Proof. Let M, be the 2KWQFA recognizing L, with one-sided error bound % men-
tioned in the proof of Theorem 5.21. Then, a 2QFA" that is constructed by sequentially
connecting O(log(%)) copies of My, so that the input is accepted only if it is accepted by
all the copies, and rejected otherwise, can recognize L,,,q with one-sided error bound

€. O



98

5.3.2. A Realtime Quantum Finite Automata with Restart Algorithm for
UPAL Language

Theorem 5.23. For any € > 0, there exists a 15-state RT-QFA® M., which accepts
any w € Lypa with certainty, and rejects any w & Ly with probability at least 1 — €.

Moreover, the ezpected runtime of M. on w is O(1(2v2)"!|w|) .

Proof. We construct a 12-state RT-KWQFA recognizing L_eq with positive one-sided un-
bounded error. Let M = (Q, %, 6, qo, Qa, Q) be RT-KWQFA with Q, = {4;, As, A3},
Qrej = {Ri1, R2, Rs}, and @, = {po, p1, P2, 90, ¢1,¢2}. The transition function of M is
shown in Figure 5.2. As before, we assume that the transitions not specified in the

figure are filled in to ensure that the U, are unitary.

Paths Ug,Ua Uy Ug
Ucelgo) = %kl)o) + J5l40)
Ualpo) = 3Ip1) + 5|R1) + %\Rz) Uplpo) = | A1) Uslpo) = |R1)
pathy | U, |p1) = §lp1) + 3|R1) — J5|R2) | Uslpr) = J5lp2) + 5| R1) Uslp1) = |A1)
Ualp2) = |A1) Uplp2) = J5lp2) — J5|R1) Uslp2) = %|R2> + %Vlz)
Ualgo) = J5lan) + 5 |Rs) Uplqo) = |Az) Uslqo) = |R3)
pathy | [J,|q1) = \%Itn) - %IR3> Uplqr) = 3la2) + 3| R2) + %\Ra} Uslqr) = |As)
Ualgz) = |A2) Ublg2) = 3la2) + 5|R2) — J5|Rs) | Uslaa) = J5|Ra2) — J5|A2)

Figure 5.2. Specification of the transition function of the RT-KWQFA presented in
the proof of Theorem 5.23

As seen in the figure, M branches to two paths on the left end-marker. Both
paths reject immediately if the input w € {a,b}* is the empty string, and accept with
nonzero probability, say «, if it is of the form ({a,b}* \ a*b*) Ua™ UbT. Otherwise,
w = a™" (m,n > 0), and the amplitudes of the paths just before the transition
associated with the right end-marker in the first round are as follows:

e State py has amplitude \%(%)m(\%)",
e state ¢ has amplitude %(\%)m(%)”

If m = n, then the accepting probability is zero. If m # n (assume without loss of
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generality that m = n + d for some d € Z"), then the accepting probability is equal to

(@G- (G0 e

. 7

SORE > %

Since « is always greater than this value,

3lw|

1\ “5ts
mallel > (3) (5.37)
for |w| > 0. By Lemma 5.11, there exists a 15-state RT-QFA® M, recognizing Lypa
with positive one-sided bounded error and whose expected runtime is O(2(2v/2)!"!|w).

By swapping accepting and rejecting states of M,,,, we can get the desired machine. [

5.3.3. An Improved Algorithm for PAL Language

Ambainis and Watrous [5] present a 2CQFA construction which decides L,q in
expected time O((%)‘w‘ |w|) with error bounded by € > 0, where w is the input string.
(Watrous [6] describes a 2KWQFA which accepts all members of the complement of L,
with probability 1, and fails to halt for all palindromes; it is not known if 2KWQFAs
can recognize this language by halting for all inputs.) We now present a RT-QFA®
construction, which, by Lemma 5.6, can be adapted to yield 2CQFAs with the same
complexity, which reduces the dependence of the Ambainis-Watrous method on the

desired error bound considerably.

Theorem 5.24. For any ¢ > 0, there exists a 15-state RT-QFA® M, which accepts
any w € Lyq with certainty, and rejects any w ¢ Lyq with probability at least 1 — e.

Moreover, the ezpected runtime of M, on w is O(23"!w|).

Proof. We first construct a modified version of the RT-KWQFA algorithm of Lace et
al. [11] for recognizing the nonpalindrome language. The idea behind the construction

is that we encode both the input string and its reverse into the amplitudes of two of
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the states of the machine, and then perform a substraction between these amplitudes
using the QFT [11]. If the input is not a palindrome, the two amplitudes do not cancel
each other completely, and the nonzero difference is transferred to an accept state.

Otherwise, the accepting probability is zero.

Let M = (Q72757 QOaQaaQT) be RT'KWQFA with Qn = {p17p27q07Q1>QQ7q3} )
o« ={A}, Q. = {R; | 1 <i < 5}. The transition function of M is shown in Figure
5.3. As before, we assume that the transitions not specified in the figure are filled in

to ensure that the U, are unitary.

Paths Ug,Uq Usp
_ 1 1

Uclgo) = Z5lp1) + 5lar)

Ualpr) = /2 1p1) — Z5171) Uslpr) = Zelpn) + Zelpo) + | Ra) + L2 [Ro)
path; f V6 V6 V3 V3

Ualp2) = 5 lp1) + J5lp2) + J5|R1) + = |R2) | Uplp2) = \/%m v

Ualgr) = Jglan) + Jglas) — J5lRs) + 5 |Ra) | Uslar) = J5lan) + J5la2) — 5 |Rs) + 5 |Ra)

V6 V6 V3 V3 NG NG V3 V3

Pathz | 1/, |gz) = \fltm + 5 1Bs) Uplgz) = \/>|f12 + J5|Rs)

Ualgs) = [lqs + 7= |Rs) Ublgs) = \/;ltB) + —=|Rs)

Us

U, =R
pathy slp1) = |R1)

Uslp2) = 514) + J5|Ra)

Uslq1) = [R3)
Pathe | Uslgz) = —J514) + 51 Ra)

Uslgs) = [R4)

Figure 5.3. Specification of the transition function of the RT-KWQFA presented in
the proof of Theorem 5.24

path, and path; encode the input string and its reverse [15,29] into the amplitudes
of states g and po, respectively. If the input is w = wiws - - - w;, then the values of
these amplitudes just before the transition associated with the right end-marker in the
first round are as follows:
2

|wl
e State p, has amplitude \/LE ( g) (0.wpwy—q -+ - wy )2, and
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. ful
e state ¢ has amplitude % <\/§> (0.wqwy - - - wy)s.

The factor of \/g is due to the “loss” of amplitude necessitated by the fact that the
originally non-unitary encoding matrices of [15,29] have to be “embedded” in a unitary

matrix [17,23]. Note that the symbols a and b are encoded by 0 and 1, respectively.

If w € Lpu, the acceptance probability is zero. If w € L,q, the acceptance
probability is minimized by strings which are almost palindromes, except for a single
defect in the middle, that is, when |w| = 2k for k € Z", w; = wog_;11, where 1 < i <

k—1, and wg # w41, SO,

1 1 |w|
>_ | = : 5.38
)= 5 (3) (5.38)
By Lemma 5.11, there exists a 15-state RT-QFA® M, recognizing L,y with positive
one-sided bounded error, whose expected runtime is 0(53‘“" |lwl]). By swapping accept-

ing and rejecting states of M,,,, we can get the desired machine. O]

Note that the technique used in the proof above can be extended easily to handle
bigger input alphabets by using the matrices defined on Page 169 of [29], and the
method of simulating stochastic matrices by unitary matrices described in Sections

4.1.2 and 4.2.2.

5.4. Probabilistic and Quantum Automata with Postselection

In this section, we define the realtime finite automaton with postselection (RT-
PostF'A) in the spirit of Aaronson [10]. In fact, there is no difference between a standard
finite automaton model and its counterpart with postselection in the processing of the
input except for the final decision. Instead of accepting states, RT-PostFAs have a set
of postselection states, denoted as (), which is the union of two disjoint subsets ),
and Qp,, the accepting and rejecting postselection states, and have the capability of

discarding all computation branches except the ones belonging to @), at the end, on
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which a normalization is performed, and the output is given. Therefore, the probability

of being in a postselection state at the end must be nonzero.
5.4.1. Definitions

The acceptance and rejection probabilities of a machine, say M, on a given input,
say w € ¥*, in postselection are denoted as p§,(w) and p’,(w), respectively. Thus, by

normalizing these probabilities, we obtain

a () = pP(w)
fP( ) p%(w)_{_prp(w)’ (539)

and

R 41 C))
P(0) = o) + o) (540)

A RT-PFA with postselection (RT-PostPFA) is a 5-tuple

7) = <Q72>{Aoei}7Q1an)v (541)

satisfying that for each input string w € %,

> valli] > 0. (5.42)

i €Qp

The acceptance and rejection probabilities of P on w € ¥* in postselection are defined

respectively as

ph(w) = > vyl (5.43)
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and

pp(w) = Y vjalil. (5.44)

i €Qpr

We call the class of languages recognized by RT-PostPFAs with bounded error
PostS (post-stochastic languages).

A RT-QFA with postselection (RT-PostQFA) is a 5-tuple

M = (Q,E,{Eaei},qth), (5'45)

satisfying that for each input string w € 3%,
tr(Pypja|) > 0, (5.46)
where P, is the projector defined as

P=>"la)al. (5.47)

qGQp

Additionally we define projectors P,, and P, as follows:

Po =Y lg){al (5.48)

qupa

and

Pp =Y la){al. (5.49)

qup'r

The acceptance and rejection probabilities of M on w € ¥* in postselection are defined
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as

Piu(w) = tr(Bpapia) (5.50)

and

P(w) = tr(Pprpla))- (5.51)

We call the class of languages recognized by RT-PostQFAs with bounded error PostQAL

(post-quantum automaton languages).

The error bound of a given postselection machine can be improved by performing
a tensor product of the machine with itself as many times as required. Specifically,
if we combine % copies of a machine with postselection state set )p, U @, the new

accepting and rejecting postselection state sets can be chosen as

Qpe = Qpa X oo X ng (5.52)
k ti?nes
and
Qpr = Qpr X -+ X Qpr, (5.53)
k times
respectively.

Lemma 5.25. If L is recognized by RT-PostQFA (resp., RT-PostPFA) M with er-
ror bound € € (0, %), then there ezists a RT-PostQFA (resp., RT-PostPFA), say M’,

recognizing L with error bound €.

Proof. We give a proof for RT-PostQFAs and it can easily be extended for RT-PostPFAs.
M’ can be obtained by tensoring k copies of M, where the new accepting (resp., re-

jecting) postselection states, @, (resp., Q,.), are ®;_;Qpq (resp., @, Qpa), where Qg
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(resp., Q) are accepting postselection states of M.

Let pg and pl; be the respectively density matrices of M and M’ after reading

w for a given input string w € ¥*. By definition, we have
Phalw) =Y paliil,  pho(w)= Y pali,i] (5.54)
and

Phy(w) = Z pali,i],  phe(w) = Z pali’,i']. (5.55)

q:€Qpr 4,1 €EQpy

By using the equality p); = ®F ,pg, the following can be obtained after a straightfor-

ward calculation:

Phar(w) = (pha(w))" (5.56)

and

Prar(w) = (phy(w))". (5.57)

We examine the case of w € L (the case w ¢ L is symmetric). Since L is

recognized by M with error bound €, we have

Pu(w) €
(@) <. (5.58)

If L is recognized by M’ with error bound €2, we must have

Ph(w) _ €

pﬁ,y('u]) - 1 — 62'

(5.59)
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Thus, any k satisfying the following inequality provides the desired machine M’

e \" €2
< 5.60
(1—6) 1 —€? ( )

due to the fact that

Phw(w) _ (pTM(w))k_ (5.61)

P (w)

By solving Equation 5.61, we can get

B log (% + 1)
k=1+ {mw . (5.62)

Therefore, for any 0 < € < %, we can find a value for k. O

Corollary 5.26. If L is recognized by RT-PostQFA (resp., RT-PostPFA) M with
error bound 0 < € < %, then there exists a RT-PostQFA (resp., RT-PostPFA), say M’,

recognizing L with error bound € < € such that € can be arbitrarily close to 0.

5.4.2. Characterization of Realtime Postselection Automata

Theorem 5.27. The classes of languages recognized by RT-PFA® and RT-QFA® with

bounded error are identical to PostS and PostQAL, respectively.

Proof. As shown in Theorem 5.10, the computational power of RT-GQFA® and RT-
QFA® are identical. Therefore, we assume RT-GQFA® as the restart machine in the
remaining part of the proof. For a given RT-PostFA, we obtain a machine with restart
by converting @),, and @, to respectively the accepting and rejecting states, and
restarting computation at the end of the input in the cases where the original machine
halts in a state not in (),. For a given machine with restart, (we assume the compu-
tation is restarted and halted only at the end of the input,) we obtain a RT-PostFA

by taking the accepting and rejecting states of the original machine as the members



107

of Qpe and @Q,,, respectively, and converting the remaining states to nonpostselection

states. O

Corollary 5.28. PostQAL and PostS are subsets of the class of the languages recog-
nized by 2QFAs and 2PFAs, respectively, with bounded error.

Corollary 5.29. L, is a member of PostQQAL but not PostS.

Proof. Lyu € PostQAL since there is a RT-QFA® algorithm for L, (See 5.1.4 and [65]).
However, L,, cannot be recognized with bounded error even by 2PFAs [68]. O

Theorem 5.30. PostQQAL and PostS are closed under complementation, union, and

tersection.

Proof. 1f a language is recognized by a RT-PostFA with bounded error, by swapping the
accepting and rejecting postselection states, we obtain a new RT-PostFA recognizing
the complement of the language with bounded error. Therefore, both classes are closed

under complementation.

Let L; and Ly be members of PostQAL (resp., PostS). Then, there are two RT-
PostQFAs (resp., RT-PostPFAs) P; and P, recognizing L; and Ly with error bound

e< 3

<, respectively. Moreover, let Qpq, and Q. (resp., Qpa, and Q,r,) represent the

sets of the accepting and rejecting postselection states of Py (resp., Ps), respectively,
and let Q,, = Qpa, U Qpr, and Qp, = Qpa, U Qpyr,. By tensoring Py and Ps, we obtain

two new machines, say M; and M, such that

e the sets of the accepting and rejecting postselection states of M is

Qm ® QPQ \ QPTI ® QPTQ (563)

and

Qpr1 @ Qprys (5.64)
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respectively, and

e the sets of the accepting and rejecting postselection states of My is

par © Qpas (5.65)

and

Qpl ® sz \ onu ® Qpaza (566)
respectively.
Thus, the following inequalities can be verified for a given input string w € ¥*:

o ifwe Ly ULy, fi
o ifw¢ LU Ly, fiy,
o ifwe LN Ly, fi,
o ifw¢ LN Ly, fiy,

We can conclude that both classes are closed under union and intersection. O

Theorem 5.31. PostQAL and PostS are subsets of S (QAL).

Proof. A given RT-PostFA can be converted to its corresponding standard model (with-

out postselection) as follows:

e All nonpostselection states of the RT-PostFA are made to transition to accepting
states with probability % at the end of the computation.

e All members of (), are accepting states in the new machine.

Therefore, for the members, the overall accepting probability of the new machine ex-

ceeds %, and for nonmembers, it can be at most % O
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By using the fact that S is not closed under union and intersection [58-60], Corol-

lary 5.29, and Theorems 5.30 and 5.31, we obtain the following corollary.

Corollary 5.32. PostS C PostQAL C S (QAL).

5.4.3. Latvian Postselection Automata

In [11,12,73], a somewhat different RT-PostQFA model, that violates the as-
sumption that the postselection is done on a set of computation branches having
nonzero probability, is presented. Although the motivation for this feature is not
clear in [11,12,73], such a violation seems reasonable due to some fundamental reasons
related to the capabilities of finite automata. For example, when we are given “more”
resources, we can create some computational paths with sufficiently small probabilities
as a part of the postselection set such that they do not affect the overall computation
but can help to accept or to reject the input as desired whenever there is zero prob-
ability of observing the other postselection states. However, we do not know how to

implement such a solution for quantum or probabilistic automata? .

We call the machines defined in [11,12] Latvian RT-PostFAs (RT-LPostFAs).
These have an additional component 7 € {A, R} such that whenever the postselection

probability is zero for a given input string w € X*,

e w is accepted if 7 = A,

e w is rejected if 7 = R.

The bounded-error classes corresponding to the RT-LPostPFA and RT-LPostQFA
models are called LPostS and LPostQAL, respectively.

Theorem 5.33. LPostS = PostS.

23As a similar issue, we do not know how to increase or decrease an acceptance probability that
is exactly equal to the cutpoint, for a given quantum or probabilistic automaton (in most cases). A
related open problem is whether coS = S or not [29,46] even when we restrict ourselves to computable
transition probabilities [74].
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Proof. We need to show that LPostS C PostS. Let L be in LPostS and P with 7 €
{4, R} be the RT-LPostPFA recognizing L with error bound € < 3. Suppose that L’ is
the language such that for each member of L', the probability of postselection assigned
by P is zero. By designating all postselection states as accepting states and removing
the probability values of transitions, we obtain a RT-NFA which recognizes L. Thus,
there exists a RT-DFA, say D, recognizing L'.

By combining (tensoring) P and D, a RT-PostPFA, say P’, can be obtained such
that if the input string is a member of L/, the decision is given deterministically with
respect to 7, and if it is not a member of L’ (the probability of the postselection is
nonzero), the decision is given by standard postselection procedure. Therefore, L is

recognized by P’ with the same error bound and so L is in PostS, too. O

However, we cannot use the same idea in the quantum case due to the fact that
the class of the languages recognized by NQFAs, is a proper superclass of the regular

languages (see Section 4.2).

Theorem 5.34. NQAL U coNQAL C LPostQAL.

Proof. For L € NQAL, take the accepting states of the NQFA recognizing L as postse-
lection accepting states with 7 = R. (There are no postselection rejecting states.) For
L € coNQAL, take the accepting states of the NQFA recognizing L as postselection

rejecting states with 7 = A. (There are no postselection accepting states.) O

Interestingly, all languages in NQAL U coNQAL are recognized with zero error
by RT-LPostQFAs?* .

Theorem 5.35. LPostQAL is closed under complementation.

Proof. If a language is recognized by a RT-LPostQFA with bounded error, by swapping
the accepting and rejecting postselection states and by setting 7 to { A, R}\ 7, we obtain

#Lace et al. [11] describe a zero error machine for L,q;.
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a new RT-LPostQFA recognizing the complement of the language with bounded error.
Therefore, LPostQAL is closed under complementation. n

Theorem 5.36. LPostQAL C uQAL (uS).

Proof. The proof is similar to the proof of Theorem 5.31 with the exception that

e if 7 = A, we have recognition with nonstrict cutpoint;

e if 7 = R, we have recognition with strict cutpoint.
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6. WRITE-ONLY MEMORY

In this chapter, we examine realtime quantum finite automaton (RT-QFA) models
augmented with a “write-only memory” (WOM) under several types of restrictions

related to WOM access.

6.1. Definitions

A WOM is a two-way write-only work tape having alphabet I' containing # and
e, where £ means that the square under the tape head is not changed. If we restrict
the tape head movement of WOM to >, i.e. one-way, we obtain a “push-only stack”
(POS). For POSs, we assume that, if ¢ is written, the work tape head does not move
and if a symbol different than e is written, the work tape head automatically moves
one square to the right. A special case of POS is obtained by restricting I' with € and
a counting symbol (different than #), this is called an “increment-only counter” (I10C).
As a further restriction, one symbol (except ) is required to be written on the work
tape at every step of the computation. We call this type of memory as “trash tape”

(TT).

In this chapter, we examine the power of a RT-QFA augmented by WOM, POS,
or I0C, namely RT-QFA-WOM, RT-QFA-POS (0-rev-RT-QPDA), or RT-QFA-IOC
(0-rev-RT-Q1CA), respectively. Note that, RT-QFA-WOMs, RT-QFA-POSs, and RT-
QFA-TIOCs are special cases of realtime quantum Turing machines, realtime quantum

pushdown automata, and realtime quantum one-counter automata.

Formally, a RT-QFA-WOM M is a 7-tuple

(Q?27F7Q:57 Q1aQa)- (61)

When in state ¢ € Q and reading symbol ¢ € 3 on the input tape, M changes its
state to ¢ € @, writes v € I' and w € €2 on the WOM tape and the finite register,
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respectively, and then updates the position of the WOM tape head with respect to

d,, €<> with transition amplitude 6(q,0,¢’,7, dy,w) = «, where a € C and |o| < 1.

In order to represent all transitions from the case where M is in state ¢ € () and

reading symbol o € X together, we use the notation

d(q,0) = > 0(q,0,q' .7, duw, W)(q', s du, ), (6.2)

(¢’ y7,dw,w)EQXT X <> %

where

Z |5(Q7 a, q/a’%dwvwﬂg =1 (63)

(¢’ 7,0 W) EQXT x <> xQ

A configuration of a RT-QFA-WOM is the collection of

e the internal state of the machine,
e the position of the input tape head,
e the contents of the WOM tape, and the position of the WOM tape head.

The formal definition of the RT-QFA-POS is similar to that of the RT-QFA-
WOM, except that the movement of the WOM tape head is restricted to >, and so the
position of that head does not need to be a part of a configuration. On the other hand,
the definition of the RT-QFA-IOC can be simplified by removing the I' component
from (6.1):

A RT-QFA-IOC M is a 6-tuple
(Q.5,2.5,a1,Qu). (6.4)

When in state ¢ € @, and reading symbol o € > on the input tape, M changes

its state to ¢’ € @, writes w in the register, and updates the value of its counter by
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¢ € A= {0, +1} with transition amplitude 6(q, 0, ¢, c,w) = , where a € C and |a| < 1.

In order to show all transitions from the case where M is in state ¢ € ) and

reads symbol o € ¥ together, we use the notation

5(%0) = Z 5((]707 qlacv w)(qlacv w)v (65)

(¢',e,w)EQXAXQ

where

> ldg.0q cw)=1. (6.6)

(¢',c,w)EQXAXQ

A configuration of a RT-QFA-TOC is the collection of

e the internal state of the machine,
e the position of the input tape head, and

e the value of the counter.

RT-QFA-IOC(m) is a RT-QFA-IOC with capability of incrementing its counter

by a value from the set {0,...,m}, where m > 1.
6.2. Basic Facts

We present some facts that are useful in the next parts in this section.

Lemma 6.1. The computational power of any realtime classical finite automaton is

unchanged when the model is augmented with a WOM.

Proof. For a given machine M and an input string w, consider the tree T of states,
where the root is the initial state, each subsequent level corresponds to the processing of
the next input symbol, and the children of each node IV are the states that have nonzero-

probability transitions from S with the input symbol corresponding to that level. Fach
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such edge in the tree is labeled with the corresponding transition probability. The
probability of node N is the product of the probabilities on the path to N from the
root. The acceptance probability is the sum of the probabilities of the accept states at

the last level.

Now consider attaching a WOM to M, and augmenting its program so that every
transition now also specifies the action to be taken on the WOM. Several new transitions
of this new machine may correspond to a single transition of M, since, for example,
a transition with probability p can be divided into two transitions with probability %,
whose effects on the internal state are identical, but which write different symbols on
the WOM. It is clear that many different programs can be obtained by augmenting M
in this manner with different WOM actions. Visualize the configuration tree 7., of
any one of these new machines on input w. There exists a homomorphism h from 7.,
to 7, where h maps nodes in 7,,.,, to nodes on the same level in T, the configurations in
h~Y(N) all have N as their states, and the total probability of the members of A~1(N)
equals the probability of N in 7T, for any N. We conclude that all the machines with
WOM accept w with exactly the same probability as w, so the WOM does not make

any difference. O]

Fact 6.2. [75] For every k, if L is recognized by a deterministic RT-kBCA (RT-
DEBCA), then for every e € (0, %)7 then there exists a probabilistic RT-1BCA (RT-

P1BCA) recognizing L with negative one-sided error bound e.

We can generalize this result to probabilistic RT-kBCAs (RT-PkKBCAs), where
k> 1.

Lemma 6.3. Let P be a given RT-PkBCA and € € (0, %) be a given error bound.

Then, there ezists a RT-P1BCA(R) P’ such that for all w € ¥*,

fr(w) < fp(w) < fp(w) + e(1 = fp(w)), (6.7)

where R = 2%1 .
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Proof. Based on the probabilistic method described in Figure 6.1, we can obtain P’ by

making the following modifications on P:

In this figure, we review a method presented by Freivalds in [75]: Given a machine
with & > 1 counters, say C1,...,Ck, whose values can be updated using the incre-
ment set {—1,0,1}, we can build a machine with a single counter, say C, whose
value can be updated using the increment set {—R,..., R} (R = 2[%1), such that
all updates on C1,...,Ck can be simulated on C in the sense that (i) if all values
of Cy,...,C} are zeros, then the value of C is zero; and (ii) if the value of at least
one of C1,...,C} is nonzero, then the value of C' is nonzero with probability 1 — ¢,

where € € (0, %) The probabilistic method for this simulation is as follows:
e Choose a number 7 equiprobably from the set {1,..., R}.

e The value of C is increased (resp., decreased) by 7 if the value of C; is increased

(resp., decreased) by 1.

Figure 6.1. Probabilistic zero-checking of multiple counters by one counter

i. At the beginning of the computation, P’ equiprobably chooses a number r from
the set {1,..., R}.

ii. For each transition of P, in which the values of counters are updated by (cy, ..., ¢x)
€ {—1,0,1}*, i.e., the value of the i'" counter is updated by kCZ 1<i<k),P

makes the same transition by updating its counter values by > ric;.
i=1

Hence, (i) for each accepting path of P, the input is accepted by P’; too; (ii) for each
rejecting path of P, the input may be accepted by P’ with a probability at most €. By

combining these cases, we obtain the following inequality for any input string w € ¥*:

fr(w) < fpr(w) < fp(w) +e(1 — fp(w)) (6.8)

]

Theorem 6.4. If L is recognized by a RT-PkBCA with error bound € € (0, 1), then L
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is recognized by a RT-P1BCA with error bound € (0 < e < ¢ < 3). Moreover, € can

be tuned to be arbitrarily close to e.

Proof. Let P be a RT-PkBCA recognizing L with error bound e. By using the previous
lemma (Lemma 6.3), for any €’ € (0,3), we can construct a RT-PIBCA(R), say P”,
from P, where R = ol 1. Hence, depending on the value of €, we can select €’ to be
sufficiently small such that L is recognized by P” with error bound € = e+¢"(1—¢) < %
Since for each RT-P1BCA(m), there is an equivalent RT-P1BCA for any m > 1, L
is also recognized by a RT-PIBCA with bounded error €, which can be tuned to be

arbitrarily close to e. O]

Corollary 6.5. If L is recognized by a RT-PkBCA with negative one-sided error bound
e € (0,1), then L is recognized by a RT-P1BCA with negative one-sided error bound €

(0 < e <€). Moreover, € can be tuned to be arbitrarily close to e.

Lemma 6.6. For a given RT-QFA-IOC(m) M, these exists a RT-QFA-IOC M’ such
that

fmw) = frr(w), (6.9)

for all w € ¥*, where m > 2.

Proof. Tt can be easily followed from Lemma 3.4 by considering only one counter?® and

then restricting its update values with {0,...,m}. ]

6.3. Realtime Quantum Finite Automata with Incremental-Only Counters

We examine the capabilities of RT-QFA-IOCs in both the bounded and un-
bounded error settings, and show that they can simulate a family of conventional

counter machines, which are themselves superior to RT-QFAs, in both these cases.

25Tn fact, the proof is independent from the number of the counters.
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6.3.1. Bounded Error

The main theorem to be proven in this subsection is

Theorem 6.7. The class of languages recognized with bounded error by RT-QFA-1I0Cs
contains all languages recognized with bounded error by conventional realtime quantum

automata with one blind counter (RT-QQ1BCAs).

Before presenting our proof of Theorem 6.7, let us demonstrate the underlying
idea by showing how RT-QFA-TOCs can simulate a simpler family of machines, namely,

deterministic automata with one blind counter.

Lemma 6.8. If a language L is recognized by a RT-D1IBCA, then L can also be recog-
nized by a RT-QFA-10C with negative one-sided error bound %, for any desired value

of m.

Proof. We build a RT-QFA-IOC(m) that recognizes L, which is sufficient by Lemma
6.6.

“2” is reserved for the imaginary number v/ —1.

Throughout this proof, the symbol
Let the given RT-D1BCA be D = (Q, %, 6, q1,Q,), where Q = {q1,...,¢,}. We build

M = (le 27 Q> 5,7 Q1,17 Q;)7 Where

[ ] Q/:{QJ,177q]7n|1§j§m}7
b Q:z = {Qm,i | q; € Qa}, and
OQ:{wl,...,wn}.

M splits the computation into m paths, i.e. path; (1 < j < m), with equal amplitude
on the left end-marker ¢. That is,

1 1
8(q11,¢) = —=(q1.,0,w1) + -+ - + ﬁ(qmt, 0,w1), (6.10)

path; path,,

3

J/
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whenever §(qp, ¢, q;,0) = 1, where 1 < ¢ < n. Until reading the right end-marker $,

path; proceeds in the following way: For each o € X and s € {1,...,n},

path; : 0'(gjs,0) = (qj¢, ¢, ws) (6.11)

whenever 6(qs, 0, q;,¢) = 1, where 1 <t < n, and

e ci=jifc=1,
eci=m—j+1ifc= -1, and

e ¢; = 0, otherwise.

To paraphrase, each path separately simulates?® the computation of D on the
input string, going through states that correspond to the states of D, and incrementing

their counters whenever D changes its counter, as follows:

e path; increments the counter by j whenever D increments the counter by 1,
e path; increments the counter by m — j + 1 whenever D decrements the counter
by 1, and

e path; does not make any incrementation, otherwise.

On symbol §, the following transitions are executed (note that the counter updates

in this last step are also made according to the setup described above):

If qt € QGLJ

1

th. 1 6'(qs,8) = —— > emil W, 12
path; (qj, 7$> \/m lzl € (qhtv Cj, W ) (6 )

and if ¢; ¢ Qu,
path; : 0'(qjs,8) = (g5, 5, ws), (6.13)

26Note that each transition of M in Equation 6.11 writes a symbol determined by the source state
of the corresponding transition of D to the register. This ensures the orthonormality condition for
quantum machines described earlier.
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whenever 6(qs, $,q;,¢) = 1, where 1 <t < n.

The essential idea behind this setup, where different paths increment their coun-
ters with different values to represent increments and decrements performed by D is
that the increment values used by M have been selected carefully to ensure that the
counter has the same value in all of M’s paths at any time if D’s counter is zero at that
time. Furthermore, all of M’s paths are guaranteed to have different counter values if

D’s counter is nonzero?’ .

Let N > 1 be a integer. The N-way quantum Fourier transform (QFT) is the transformation

2mi

N
8(dj) —»ad e®tr), 1<j<N, (6.14)
=1

from the domain states di,...,dy to the range states r1,...,7n. ry is the distinguished range
element. « is a real number such that o2 N < 1. The QFT can be used to check whether separate
computational paths of a quantum program that are in superposition have converged to the same
configuration at a particular step. Assume that the program has previously split to N paths,
each of which have the same amplitude, and whose state components are the d;. In all the uses
of the QFT in our algorithms, one of the following conditions is satisfied:

i. The WOM component of the configuration is different in each of the N paths: In this
case, the QFT further divides each path to N subpaths, that differs from each other by
the internal state component. No interference takes place.

ii. Each path has the same WOM content at the moment of the QFT: In this case, the
paths that have r1,...,ry_1 as their state components destructively interfere with each

other [72], and a?N of the probability of the N incoming paths are accumulated on a

single resulting path with that WOM content, and ry as its state component.

Figure 6.2. The description of N-way quantum Fourier transform used by the

machines having a WOM

For a given input string w € X%,

i. if D ends up in a state not in @, (and so w ¢ L), then M rejects the input in

each of its m paths, and the overall rejection probability is 1;

2TThis idea has been adapted from an algorithm by Kondacs and Watrous for a different type of
quantum automaton, whose analysis can be found in [4].
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ii. if D ends up in a state in @, all paths make an m-way QFT (see Figure 6.2)
whose distinguished target is an accepting state:
e if the counter of D is zero (and so w € L), all paths have the same counter
value, that is, they interfere with each other, and so M accepts with prob-
ability 1;

e if the counter of D is not zero (and so w ¢ L), there is no interference,

1

m27

and each path ends by accepting w with probability leading to a total

acceptance probability of %, and a rejection probability of 1 — %

Proof of Theorem 6.7. Given a RT-Q1BCA that recognizes a language L M with error
bound € < %, we build a RT-QFA-IOC(m) M’, using essentially the same construction
as in Lemma 6.8: M’ simulates m copies of M, and these copies use the set of increment
sizes described in the proof of Lemma 6.8 to mimic the updates to M’s counter. Unlike
the deterministic machine of that lemma, M can fork to multiple computational paths,

which is handled by modifying the transformation of Equation 6.11 as
path; : 8 (Qjs: 0, Qjts Cjr W) = (6.15)

whenever 6(gs, 0, g, c,w) = a, where 1 <t < n, and w € 2, and that of Equation 6.12
as
BBV _ Q 2mi 51
path, : 6'(q;s, 8, que, ¢, w) = ﬁe mIt forle{l,...,m} (6.16)
whenever §(gs, 3, qi, c,w) = o, where 1 <t < n and w € Q; causing the corresponding
paths of the m copies of M to undergo the m-way QFTs associated by each accept

state as described above at the end of the input.

We therefore have that the paths of M that end in non-accept states do the

same thing with the same total probability in M’. The paths of M that end in accept



122

states with the counter containing zero make M’ accept also with their original total
probability, thanks to the QFT. The only mismatch between the machines is in the

remaining case of the paths of M that end in accept states with a nonzero counter

value. As explained in the proof of Lemma 6.8, each such path contributes % of its

probability to acceptance, and the rest to rejection.
For any given input string w € X*:
o If we L, we have f{,(w) > 1—e€and f},(w) <e, then
[ (w) = fiy(w) + %f}{/[(w) >1—e (6.17)

o If w ¢ L, we have fi,(w) <eand f},(w) > 1—¢, then

1 1
fiw(w) = fiy(w) + —fy(w) < e+ —(1—¢). (6.18)
m m
Therefore, by setting m to a value greater than f:gi, L is recognized by M’ with error

bound € = e+ %(1 —€) < % Moreover, by setting m to sufficiently large values, ¢ can

be tuned to be arbitrarily close to e. O]

Corollary 6.9. If L is recognized by a RT-Q1BCA (or a RT-P1BCA) P with negative
one-sided error bound € < 1, then L is recognized by a RT-QFA-I0C M with negative
one-sided error bound €, i.e. € < ¢ < 1. Moreover, € can be tuned to be arbitrarily

close to e.

For a given nonnegative integer k, L.,y is the language defined over the alphabet
{ai,...,ak, b1, ..., bp} as the set of all strings containing equal numbers of a;’s and b;’s,

for each i € {1,... k}.

Fact 6.10. [75] For any nonnegative k, Lo,y can be recognized by a RT-P1BCA with

negative one-sided bounded error e, where € < %

Corollary 6.11. RT-QFA-IOCs can recognize some non-context-free languages with

bounded error.
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We have therefore established that realtime quantum finite automata equipped
with a WOM tape are more powerful than plain RT-QFAs, even when the WOM in

question is restricted to be just a counter.

Leq—1’s complement, which can of course be recognized with positive one-sided
bounded error by a RT-QFA-IOC by the results above, is a deterministic context-free
language (DCFL). Using the fact [47] that no nonregular DCFL can be recognized by
a nondeterministic TM using o(log(n)) space, together with Lemma 3.1, we are able

to conclude the following.

Corollary 6.12. QTM-WOMs are strictly superior to PTM-WOMs for any space

bound o(log(n)) in terms of language recognition with positive one-sided bounded error.

6.3.2. Unbounded Error

The simulation method introduced in Lemma 6.8 turns out to be useful in the
analysis of the power of increment-only counter machines in the unbounded error mode

as well:

Theorem 6.13. Any language recognized by a nondeterministic realtime automaton

with one blind counter (RT-NQ1BCA) is recognized by a RT-QFA-IOC with cutpoint

1
5

Proof. Given a RT-NQ1BCA N, we note that it is just a RT-Q1BCA recognizing a
language L with positive one-sided unbounded error [46], and we can simulate it using
the technique described in the proof of Theorem 6.7. We set m, the number of copies
of the RT-Q1BCA to be parallelly simulated, to 2. We obtain a RT-QFA-IOC(2) M
such that

i. paths of N that end in an accepting state with the counter equaling zero lead M
to accept with the same total probability;
ii. paths of N that end in an accepting state with a nonzero counter value con-

tribute half of their probability to M’s acceptance probability, with the other
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half contributing to rejection; and
iii. paths of A/ that end in a reject state cause M to reject with the same total

probability.

Finally, we modify the transitions on the right end-marker that enter the reject states
mentioned in the third case above, so that they are replaced by equiprobable transitions
to an (accept,reject) pair of states. The resulting machine recognizes L with “one-sided”
cutpoint %, that is, the overall acceptance probability exceeds % for the members of the

language, and equals % for the nonmembers. O]

We now present a simulation of a classical model with non-blind counter.

Theorem 6.14. If L is recognized by a realtime deterministic one-reversal one-counter

automaton (1-rev-RT-D1CA), then it is recognized by a RT-QFA-IOC with cutpoint %

Proof. We assume that the 1-rev-RT-D1CA D = (@, %, 0, ¢1, Q) recognizing L is in

the following canonical form:

e the counter value of D never becomes nonnegative;
e the transition on ¢ does not make any change (6(q1, ¢,0,¢1) = 1, and D.(q;) = 0);
e () is the union of two disjoint subsets 1 and @)», i.e.
i. until the first decrement, the status of the counter is never checked — this
part is implemented by the members of ()1,
ii. during the first decrement, the internal state of D switches to one of the
members of )y, and
iii. the computation after the first decrement is implemented by the members
of Q;
e once the counter value is detected as zero, the status of the counter is not checked

again.

We construct a RT-QFA-IOC M = (Q',%,Q,0", ¢1,Q),), to recognize L with cutpoint

, where

[
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.Q/:{(h}u{qm|jE{17""4}’i€{17"-7|Q|}}7
® Qiz = {Qj,i |]E {17273}7% € Qa}u{q4,i ‘ q; € Qr}7 and
o 0= {wUuw |ic{l,....|Q}.

and the details of " are given in Figures 6.3 and 6.4.

W

In the following, “x” means that the corresponding transition does not depend on the status of
the counter.
(i) On symbol ¢:

1
,0,wi) 4+ — ,0,w 6.19
((11,1 1) \/i(QZ,l 1) ( )

path; path,

& (qr,¢) = %

(ii) On symbol o € 3: for each ¢; € Qq, if (¢, 0,%,¢;) =1 and ¢; € Q1, then

path, : 0'(q1,4,0) = (q1,5.Dc(q;),ws)
—_—

path : (6.20)
pathy : 0'(g2,i,0) = (g2,4,0,wi)
~—_————

path,

(iii) On symbol $: for each ¢; € @1, if §(g;, $,%,¢;) =1 and ¢; € Q1, then

path; : 0"(q1,i,0) = (q1,4,0,w;)
N———

Paty (6.21)
Path2:5/(Q2,i7U) = (QZ,ja()»Wi)
———

path,

Figure 6.3. The details of the transition function of the RT-QFA-TIOC presented in
the proof of Theorem 6.14 (I)

M starts by branching to two paths, path; and path,, with equal amplitude.
These paths simulate D in parallel according to the specifications in Figure 6.3 until
D decrements its counter for the first time. From that step on, path, and path, split
further to create new offshoots (called path; and path,,) on every symbol until the end
of the computation, as seen in Figure 6.4. Throughout the computation, path, (resp.,
path,) increments its counter whenever D is supposed to increment (resp., decrement)
its counter. Since M’s counter is write-only, it has no way of determining which tran-
sition D makes depending on its counter sign. This problem is solved by assigning

different paths of M to these branchings of D: path; and path, (the “pre-zero paths”)
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(iv) On symbol o € X: for each ¢; € Q, if 6(¢;,0,1,¢;) =1 and ¢; € Q2, then

1 1 1
pathl : 5/(Q1,i70) = %(Q1,]707w7)+ﬁ(q‘?,]aoaw:)+%(q4,j707w;)
path; path. path
y 1 1 3 , 1 4 , ) (6.22)
path, : 8'(q2,4,0) = ﬁ(fhmczwi) + ﬁ(%’),]’ac%wi) — %(%j,cmwi)
path, paths path,
and if §(¢;, 0,0, ¢;) = 1, then
path; : 0"(g3,i,0) = (g3,4,0,w;)
—————
pathg (6.23)
path4 : 6I(Q4,i70) = (Q4,ja O7wb)
——— ——

path,

where ¢, = 1 only if D.(g;) = —1.
(iii) On symbol $: for each ¢; € @, if 6(¢;,9,1,¢;) =1 and ¢; € Q2, then

1 1 1
ath, : §'(q1,i,0) = —=(q1,5,0,w;)+—=(¢3,4,0,w;) + —=(qa,5,0,w;
path; (¢1,i,0) \/g(qld ) \/g(Q?’;J ) \/§(q4’J )
path; pathg pathy (6 24)
athy : 0/(0,0) = =i )+ (g ca) = Jlargrenw)
p 2 2,1 \/g 2,7, C2,Wq \/g 3,702, W \/§ 4,5, 02, Wq
path, paths path,
and if §(¢;,$,0,¢;) =1, then
paths : 6'(gzi,0) = (g35,0,w:)
———
paths (6.25)
path, : 0"(qa,i,0) = (qa,0,w;)
———
path,

where ¢ = 1 only if D.(g;) = —1.

Figure 6.4. The details of the transition function of the RT-QFA-IOC presented in
the proof of Theorem 6.14 (II)

always assume that D’s counter has not returned to zero yet by being decremented,
whereas pathgs and path,s (the “post-zero paths”) carry out their simulations by as-
suming otherwise. Except for path,s, all paths imitate D’s decision at the end of the
computation. path,s, on the other hand, accept if and only if their simulation of D

rejects the input.
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If D never decrements its counter, M ends up with the same decision as D with
probability 1. We now focus on the other cases. As seen in Figure 6.4, the pre-zero
paths lose some of their amplitude on each symbol in this stage by performing a QFT
to a new pair of post-zero paths. The outcome of this transformation depends on the

status of D’s counter at this point in the simulation by the pre-zero paths:

e If D’s counter has not yet returned to zero, then path,’s counter has a smaller
value than path,’s counter, and so they cannot interfere via the QFT. The newly
created post-zero paths contribute equal amounts to the acceptance and rejection
probabilities at the end of the computation.

o If path; and path, have the same counter value as a result of this transition,
this indicates that D has performed exactly as many decrements as its previous
increments, and its counter is therefore zero. The paths interfere, the target
path,’s cancel each other, and pathy survives after the QF'T with a probability

that is twice that of the total probability of the ongoing pre-zero paths.

As a result, it is guaranteed that the path that is carrying out the correct simulation of
D dominates M’s decision at the end of the computation: If D’s counter ever returns
to zero, the path; that is created at the moment of that last decrement has sufficient
probability to tip the accept/reject balance. If D’s counter never returns to zero, then
the common decision by the pre-zero paths on the right end-marker determines whether

the overall acceptance or the rejection probability is greater than % O]

Ly is recognizable by both 1-rev-RT-D1CAs and RT-N1BCAs*® (and so RT-
NQI1BCAs). It is known (see Section 4.1) that neither a RT-QFA nor a o(log(log(n)))-
space PTM can recognize Lyg with unbounded error. We therefore have the following

corollary.

Corollary 6.15. QTM-WOMs are strictly superior to PTM-WOMs for any space

bound o(log(log(n))) in terms of language recognition with unbounded error.

28RT-N1BCAs can also recognize Leenser, and the languages presented in Figure 4.3, none of which
can be recognized by RT-QFAs with unbounded error.
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6.4. Realtime Quantum Finite Automata with Push-Only Stacks

We conjecture that allowing more than one nonblank/nonempty symbol in the
WOM tape alphabet of a QFA increases its computational power. We consider, in

particular, the language Ly, = {wew | w € {a,b}*}:

Theorem 6.16. There exists a RT-QFA-POS that recognizes the language Lyyin with

negative one-sided error bound %

Proof. We construct a RT-QFA-POS M = (Q, 3, 1,9, 6, q1,Q,), where Q = {q1, g2, g3,
P1,P2,03}, Qo = {q2}, © = {wi,ws}, and ' = {#,a,b,e}. The transition details are

shown in Figure 6.5.

i. The computation splits into two paths, path; and path,, with equal amplitude at
the beginning.
ii. pathy (resp., path,) scans the input, and copies w; (resp., ws) to the POS if the
input is of the form wycws, where wy, wy € {a,b}*.
e If the input is not of the form w;cws, both paths reject.
e Otherwise, path, and path, perform a QFT at the end of the computation,

where the distinguished range element is an accept state.

The configurations at the ends of path; and path, interfere with each other, i.e., the ma-
chine accepts with probability 1, if and only if the input is of the form wew, w € {a, b}*.
Otherwise, each of path; and path, contributes at most i to the overall acceptance

probability, and the machine accepts with probability at most % O

Lemma 6.17. No PTM (or PTM-WOM) using o(log(n)) space can recognize Ly,

with bounded error.

Proof. Any PTM using o(log(n)) space to recognize Ly, with bounded error can be
used to construct a PTM recognizing the palindrome language L,, with bounded error

using the same amount of space. (One would only need to modify the L;,;, machine to
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On symbol ¢:

(6.26)

(pl,E,LUl)

(QIa57wl) +

-IS

3(q1,¢)

path,

path;

On symbols from >:

(6.27)

A~~~ o~ o~ o~~~ —
— — — — — — o o 2
3 3 3 3 3 3 3 3 3
I W LS W W W W W W
N T S T R I S
ST TS S T S

NGRS N N N R N
Il Il I Il Il I Il Il Il

TS S 0 S O
e T R T T S~
I I S N I S T < TR~ TN SR <

S~— ~— ~—" S~— S~— ~— ~— S~— ~—

DS S S S S SR> SR SR

—
=
s}
3]

a

\/

0

AN

O

N
— — — — — — — — ~—~
— — — — — — I ™ N
3 3 3 3 3 3 3 3 3
LT T R A R A O
e T R T B S S -
/Q ] ] ] ] ] ] & &
~— ~— SN~— N— N~— N~— N~— N~— S~—
1 | 1 | |
SOOI NSt
e T~ S R N S v
Q ] /] & & 8 & & &
S~—" S~— S~— S~— S~—" S~—" S~— S~—" S~—"
P = >

2

<

)

@

a

On symbol $:

(6.29)

(6.30)

(QS75aW2)

1
V2

((J2>5,W1) -

—~ —~ — —~
— — — —
3 3 3 3
W W W o
) 3\l ) = (a\l )
SIS &K E
1 1 1 1
— — — ~—~ — —
®»w » » w »m »
- & o - & &
s == S &5 &
PSS DI IS

— 2\

= =

=} =}

(9] [0}

a a

Figure 6.5. The transitions of the RT-QFA-POS of Theorem 6.16
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treat the right end-marker on the tape as the symbol ¢, and switch its head direction
when it attempts to go past that symbol.) It is however known |35 that no PTM using

o(log(n)) space can recognize L,, with bounded error. O

We are now able to state a stronger form of Corollary 6.12, which referred only

to one-sided error:

Corollary 6.18. QTM-WOMs are strictly superior to PTM-WOMs for any space

bound o(log(n)) in terms of language recognition with bounded error.

Open Problem 14. Can a one-way probabilistic pushdown automaton recognize Ly,

with bounded error?

6.5. Realtime Quantum Finite Automata with Write-Only Memories

In this section, we present a bounded-error RT-QFA-WOM that recognizes a
language for which we currently do not know a RT-QFA-POS algorithm, namely,

Ly = {wew" |w € {a,b}"}, (6.31)

where w" is the reverse of string w. Note that this language can also be recognized by

a deterministic pushdown automaton.

Theorem 6.19. There exists a RT-QFA-WOM that recognizes L,., with negative one-

sided error bound %

Proof. (Sketch) We use almost the same technique presented in the proof of Theorem
6.16. The computation is split into two paths (path; and path,) with equal amplitude
at the beginning of the computation. Each path checks whether the input string is of
the form wjcws, where wy,ws € {a,b}* and rejects with probability 1 if it is not. We
assume that the input string is of the form w;cws in the rest of this proof. Until the ¢
is read, path; copies w; to the WOM tape, and path, just moves the WOM tape head
one square to the right at each step, without writing anything. After reading the ¢, the
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direction of the WOM tape head is reversed in both paths. That is, path; moves the
WOM tape head one square to the left at each step, without writing anything, while
path, writes ws in the reverse direction (from the right to the left) on the WOM tape.
When the right end-marker is read, the paths make a QFT, as in the proof of Theorem
6.16. It is easy to see that the two paths interfere if and only if w; = wi, and the input
string is accepted with probability 1 if it is a member of L,.,, and with probability %

otherwise. O

By an argument similar to the one used in the proof of Lemma 6.17, L,., can
not be recognized with bounded error by any PTM using o(log(n)) space, since the
existence of any such machine would lead to a PTM that recognizes the palindrome

language using the same amount of space.

Open Problem 15. Can a RT-QFA-POS recognize L,., with bounded error?

It is easy to see that a WOM of constant size adds no power to a conventional
machine. All the algorithms we considered until now used €2(n) squares of the WOM
tape on worst-case inputs. What is the minimum amount of WOM that is required by
a QFA-WOM recognizing a nonregular language? Somewhat less ambitiously, one can
ask whether there is any nonregular language recognized by a RT-QFA-WOM with
sublinear space. We answer this question positively for middle-space usage, that is,
when we are only concerned with the space used by the machine when the input is a

member of the language.

Let (i)% be the reverse of the binary representation of i € N. Consider the

language

Lyev—tins = {a(0)sa(1)sa---a(k)sa | k € Z*}. (6.32)

Theorem 6.20. L,.,_pins can be recognized by a RT-QFA-WOM M with negative one-
sided error bound 2, and the WOM usage of M for the members of Lyey—pins 15 O(logn),

47

where n s the length of the input string.
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Proof. Tt is not hard to modify the RT-QFA-POS recognizing Ly, to obtain a new RT-
QFA-POS, say M’, in order to recognize language Ly = {(7)5a(i + 1)% | ¢ > 0} with
negative one-sided error bound % Our construction of M is based on M’. The main
idea is to use M’ in a loop in order to check the consecutive blocks of {0,1}"a{0,1}*
between two a’s. In each iteration, the WOM tape head reverses direction, and so the
previously used space can be used again and again. Note that, whenever M’ executes
a rejecting transition, M enters a path which rejects the input when it arrives at the
right end-marker, and whenever M’ is supposed to execute an accepting transition
(except at the end of the computation), M enters the next iteration. At the end of
the input, the input is accepted by M if M’ accepts in its last iteration.

Let w be an input string. We assume that w is of the form

a{0,1}*a{0,1}*a---a{0,1}"a. (6.33)

(Otherwise, it is rejected with probability 1.) At the beginning, the computation is
split equiprobably into two branches, branch; and branch,. (These never interfere with
each other.) branch; (resp., branchy) enters the block-checking loop after reading the
first (resp., the second) a. Thus, at the end of the computation, one of the branches
is in the middle of an iteration, and the other one has just finished its final iteration.
The branch whose iteration is interrupted by reading the end-marker accepts with

probability 1.

If w € L,cyv_pins, neither branch enters a reject state, and the input is accepted
with probability 1. On the other hand, if w ¢ L,cy_pins, there must be at least one
block {0,1}7a{0,1}* that is not a member of Ly, and so the input is rejected with
probability % in one branch. Therefore, the overall accepting probability can be at

3
most 1

It is easy to see that the WOM usage of this algorithm for members of L, c,_pins
is O(logn). O
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7. SUBLINEAR-SPACE REALTIME TURING MACHINES

In this chapter, we give space lower bounds of realtime classical Turing machines
recognizing nonregular languages. In fact, we validate the lower bounds of one-way

machines for realtime machines. We refer the reader to [2| for a detailed background.
By combining previous results with ours, we can obtain Figure 7.1, in which the

lower bounds following from our results are presented in bold. Also note that the slots

containing symbol “?” in the figure are still open.
g sy g

Table 7.1. Lower bounds of {D,N,A}TMs in order to recognize a nonregular language

general case unary case

Strong | Middle Weak Strong | Middle | Weak

1DTM logn logn logn logn logn logn

INTM logn logn loglogn | logn logn loglogn

1ATM logn loglogn | loglogn | logn logn loglogn

RT-DTM | logn logn logn logn logn logn

RT-NTM | logn logn loglogn | logn logn ?

RT-ATM | logn loglogn | loglogn | logn logn ?

Let h, be a homomorphism such that

e h.(x)=uzif r # K and
o hy(r) =&

D be the RT-DTM running in logarithmic space and Lypq-, satisfying h,(Lypai-x) =
Lypa be the language recognized by it; ¥ = {a,b,k} and I' = {(,0,1, ), #}.

For a given input w € X*, the specifications of D are as follows:

i. During the computation, parallel to its main tasks, which is described in the
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following items, D checks whether h,(w) is of the form a*b*. If not, w is rejected.

ii. By reading three x’s, D moves the work tape head three squares to the right. By
reading three more r’s, D consecutively writes symbols ), 0, and ( on the work
tape in the reverse direction. If any of the first six symbols is different than k,
then the input is rejected. After reading six consecutive x’s, D does nothing until
reading a symbol different than k.

iii. Now, the content of the work tape is “( 0 ) #+#---” and the work tape head is
positioned on symbol (. Our aim is to keep a counter, used to compare the
number of a’s and b’s, in reverse direction between symbols ( and ).

iv. Let P (resp., P7) be a deterministic procedure having a finite instruction set,
that starts its movements when the work tape head on symbol ( and then increases
(resp., decreases) the counter by one and finishes its movement by leaving the
work tape head again on symbol (. The number of steps required by Pt (resp.,
P~) depends on the current content of the counter. Let p* (resp., p7) : {{ (0U
1)*)} — N be the function representing this number. Additionally, P~ always
checks whether the value of the counter becomes 0 or not.

v. After reading an a (resp., a b), D expects to read at least pT({(n)) (resp.,
p~({(n))) k’s before reading a symbol different than x in order to complete the
task of P* (resp., P7) successfully, where n is the value of the counter before
updating. That is, D executes each step of P (resp., P7) by reading a single k.
If D reads a symbol different than x before finishing the task of P* (resp., P7),
the input is rejected. After completing the task of P (resp., P7), D does nothing
until reading a symbol different than x.

vi. Whenever the counter becomes 0, D expects to read x*$. If so, the input is

accepted. Otherwise, the input is rejected.

It can easily be verified that the space used by D is O(log(Jw|)). Assume that
Lypai-r, 1s regular. Then, L,,, must be regular, too, since regular languages are closed
under homomorphism. We arrive at a contradiction. Therefore, L,;,q-, is a nonregular

language.

Now, we present a unary nonregular language, say Lpower-x C {k}*, recognized
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by a RT-DTM, say D, in logarithmic space. The idea behind is similar to the previous

algorithm.

ii.

iii.

For a given input w € X*, the specifications of D are as follows:

. By reading exactly six consecutive x’s, the counter, again kept in reverse direction,

is prepared as ( 0 ). If there are fewer leading «’s, then the input is rejected. (If
the seventh symbol is $, then the input is accepted.) The work tape head is
placed on symbol (.
By reading a block of x’s,
e the work tape head goes from symbol ( to symbol ) while incrementing the
counter by 1, and then,
e the work tape head goes from symbol ) to symbol ( and while checking
whether the counter value is a power of 2 or not.
During the travel of the work tape head, we assume that it cannot be stationary
on any symbol. Note that, if required, the place of symbol ) on the work tape is
shifted one square to the right. If D reads $ before the work tape head is placed
on symbol (, the input is rejected.
When the work tape head is placed on symbol ( and the current scanned symbol
from the input tape is $, the input is accepted if the counter is a power of 2 and

rejected otherwise.

The members of Lpysyer- can be enumerated as shorter strings come first. Let a;

be the it" element of Lpower-r, where ¢ > 0. It can be verified easily that the value of

|a; 1] — |a;| increases when i gets bigger. Therefore, for any pumping length p, we get

a nonmember by pumping a; once when |a;| > p and |a;41| — |a;| > p. We can conclude

that Lpower-x 18 @ nonregular language.

We assume in the following parts that all 1TMs never move their work tape

heads to the square indexed by 0. Note that, any arbitrary 1XTM can be converted

to a 1XTM having the restriction above without lose of any space resource, where

X € {D, N, A, P}. Additionally, we assume that ¥ does not contain symbol x and
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Y. =2U{kK}.

For a given 1TM, a stationary-transition is a transition in which the 1TM does
not move its input head to the right and a to-right-transition is a transition in which

the 1TM moves its input head to the right.

Definition 7.1. For a given 1DTM (resp., INTM or 1ATM) D, D, is a RT-DTM
(resp., RT-NTM or RT-ATM) implementing the instructions of D with the following

specifications:

e on each non-k symbol, i.e. a symbol different than k, D, behaves as if D scans
this symbol;

e D, requires to see a k on the input tape after implementing a stationary-transition
of D; and, if this is not the case, called missing-r case, D, rejects the input;

e on each k, D, behaves as if D scans the symbol that is the last non-x symbol
scanned by Dy;

e after implementing a to-right-transition of D, D, waits to scan a non-k symbol

and so discards all k’s until seeing a non-x symbol.

At the end, D, follows the decision of D unless the input is rejected due to missing-

case.

Definition 7.2. For a given 1DTM (resp., INTM or 1ATM) D, if L is the language
recognized by D, then, L_, C X7 is the language recognized by D.

Remark 7.3. h,(L-,) = L.

Remark 7.4. If L is not a member of class C that is closed under homomorphism,

then L_. 1s not a member of C, too.

Theorem 7.5. If L is recognized by a 1DTM (resp., a INTM or a 1ATM) D in strong-
space s(n) and there exists a nondecreasing function t(n) such that s(n) € O(t(n)), then

L., is recognized by D, in strong-space O(t(n)).

Proof. For any w € ¥*, the space used by D, on any input which is a member of

{w, € 3% | he(w,) = w} is at most equal to the space used by D on w. O
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Theorem 7.6. If L is recognized by a 1DTM (resp., a INTM or a 1ATM) D in middle-
space s(n) and there exists a nondecreasing function t(n) such that s(n) € O(t(n)), then

L_; is recognized by D, in middle-space O(t(n)).

Proof. Similar to the previous one. O]

Let Lyem = {a"b™ | M is a common multiple of all i < n}. Szepietowski [76]
showed that L., is in middle-one-way-ASPACE(loglog(n)). Let A be the 1ATM
presented by Szepietowski.

Corollary 7.7. Lyp- is a nonregular language and recognized by RT-ATM A, in
middle-space O(loglog(n)).

Lz = {a™b"™ | m # n} is in weak-one-way-NSPACE(loglog(n)) [2]. Let N be
the INTM, presented on Page 23 in [2], recognizing L, in weak-space O(loglog(n)).
We give a brief description of N' below. At the beginning of the computation, N
nondeterministically selects a number [ > 1. The work tape of A is divided into three
tracks so that the top track can store the value of [, which is written at the beginning
of the computation and the middle track (resp., bottom track) can store the value of
m mod (I) (resp., n mod (1)), which is iteratively calculated whenever an a (resp., a
b) is read. When symbol §$ is read, the values of the middle and bottom tracks are
compared. If they are not equal, the input is accepted. The nondeterministic path
corresponding to [, namely npath;, needs only O(log(l)) space. We can conclude that

Ly zn 18 recognized by N in weak-space(loglog(n)), by using the following fact.

Fact 7.8. (On Page 22 of [2]) There ezists a constant ¢ such that for every pair of
natural numbers m and n, m # n, there exists a number | < clog(m + n) such that

m Zn mod ().

In the above algorithm, after reading a symbol on the input tape, A implements
some operations on the work tape by making stationary steps on the input tape. The

number of such stationary steps can be fixed to a value, say d;, depending on only the
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number written at the top track of the work tape (I > 1). More specifically, we can

use the following strategy:

e the work tape head is always placed on the leftmost nonblank symbol before
reading the next symbol on the input tape and

e the operations on the work tape can be completed by alternating the work tape
head, which operates with the speed of one square per step, between the leftmost

and rightmost nonblank symbols 2d; > 0 times.

By selecting d; sufficiently bigger, d; can be set to 2d;[logl] + dy for nondeterministic
path npath;, where dy € Z depends on how to store the numbers on the work tape.
Thus, we can guarantee that for any !’ > [, the number of the stationary steps (on
the input tape) of npath, cannot be less than that of npath,. Let N’ be the INTM

implementing the above algorithm and L,, .-, be the language recognized by N/..

Lemma 7.9. L, 2,- is a nonregular language and is recognized by RT-NTM N, in
weak-space O(loglog(n)).

Proof. Ly, 4n- is a nonregular language due to the fact that L,,., is nonregular and

REG is closed under homomorphism.

Let w = a™b" be a member of L,,, and [ be the smallest number satisfying that
m # n mod (1). Then, for all w,, € Ly, 4,-, satistying h,(w,) = w, the nondeterminis-

tic path of N corresponding to [ always accepts the computation. O
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8. RELATED WORK

In this chapter, we present many results not classified as a separate section. In

most cases, we give the sketch of the proofs.
8.1. Counter and Pushdown Automata

Let Ly = {a'VcF | i # j,i # k,j # k,0 < i,7,k} be a language over alphabet
¥ ={a,b,c}.

Theorem 8.1. L;;; is in 5’6 (NQAL).

Proof. (Sketch) Let w be an input string of the form a*b*c*. We can design a GFA to
calculate the value of (|w|, — |w|y). Thus, we can also construct a GFA to calculate

the value of
(lwla = [wls)*(Jwla = Jwle)*(Jw]y — |wl]e)?. (8.1)

This value is a positive integer if w is a member of L;; and it is zero if w is not a

member of Ljjy. O

Since L;ji, is also a member of RT-NQSTACK(1) and not in CFL, we can obtain

the following corollary.

Corollary 8.2. For any s € O(n),
one-way-NSTACK(s) C one-way-NQSTACK(s) (8.2)
and

RT-NSTACK(s) C RT-NQSTACK(s). (8.3)
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By using Theorem 6.20, we have the following result.

Corollary 8.3. L,cy_pins € middle-RT-BQSTACK (logn ).

Remember form the previous section that (i) is the binary representation of

i € N and (7)} is the reverse of the binary representation of 7.

Liwin—rev—vins = {a(0)2a(1)5a(2)2a(3)5a - - - a(2k)2a(2k + 1)5 | k > 0} (8.4)

Theorem 8.4. L;yin—rev—bins Can be recognized by a RT-PPDA with negative one-sided

error bound % The machine uses O(logn) space on its stack for the members.

Proof. (Sketch) The computation splits equiprobable into two branch. One of the
branch (resp., the other branch) consecutively checks the binary numbers positioned
in 1 and 2, 3 and 4, etc. (resp., 2 and 3, 4 and 5, etc.) If the given input string
is a member of the language, then all checks succeed and the input is accepted with
probability 1. If it is not a member of the language, then at least one check fails and

the input is accepted with probability at most % O

Theorem 8.5. L.cy_pins 0nd Liyin_rev—bins can be recognized by a RT-P1CA with neg-
ative one-sided unbounded error. The machine uses O(logn) space on its counter for

the members.

Proof. (Sketch) The proof is similar to the above one. By using a counter, Ly, or
L,, can be recognized by a PFA with negative one-sided unbounded error. Adding or
subtracting a constant from a binary number can be easily implemented if it is accessed

in reverse direction. O

Corollary 8.6. L,c,_pins and Lyyin_rev—pins can be recognized by a RT-A1CA. The

machine uses O(logn) space on its counter for the members.

Ly = {baba®*ba®b---ba* | k € N} is recognized by a RT-D2CA exactly and a
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RT-P1CA with negative one-sided error bound 1. The RT-D2CA uses O(y/n) space
for all strings but the RT-P1CA uses O(y/n) space for the members.

Liwin—rev = {wicwycwicwy | wy,we € {a,b}*, |wi| = |ws|} cannot be recognized

by a INPDA with an auxiliary tape on which o(n) space is used [77].

Theorem 8.7. Liyin_rev 15 recognized by a RT-PPDA with negative one-sided error

bound %

Proof. (Sketch) The members of the language mainly have three deterministic checks,
each of which can be implemented by a RT-DPDA. Therefore, each deterministic check
is selected with probability % O]

Theorem 8.8. L;yin_rew s recognized by a RT-QPDA with negative one-sided error

bound g.

Proof. (Sketch) The computation split equiprobably into two branches, say branch; and
branch,. Suppose the input is of the form w;cwycwscwy. branchy (resp., branchy) splits

into two paths, say path,; and path,, (resp., path,, and path,,) with equal amplitude.

pathy; (resp., pathy;) checks the length of w; and wy (resp., ws and wy). If fails,

the input is rejected.

pathy, (resp., pathy,) checks the equality of w; and w} (resp., we and w}). If fails,

the input is rejected.

At the end of the computation, path;; and path,, (resp., path,; and path,,) makes

a 2-way QFT with the distinguished target of an accepting case.

In a branch, if both paths succeed, the input is accepted with probability 1. On
the other hand, if a path fails, then the input is accepted with probability at most i
in the branch. Therefore, the overall accepting probability for nonmembers can be at

most 2(= 1 + 3). O
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Lij—iv; = {a'Vc* |i#j,(i=kVj=k),0<4,jk} is not in CFL.

Theorem 8.9. L;;_;,; can be recognized by a RT-QI1BCA with one-sided error bound

3
1

Proof. Suppose that the input is of the form a’b’c* for some i, j, k > 0. The computa-
tion is split into two paths and one of them (resp., the other) write ¢ (resp., j) on the
counter. Then, both makes a 2-way QFT with the distinguished target of an rejecting
case. If + = j, the input is rejected with probability 1. Otherwise, each path continuous
the computation with probability %. In the remaining part, both paths decrease their
counter value by 1 whenever reading a ¢ and then enter an accepting case after reading
$. Since i # j, only the counter of a one path can be zero, which can only be occurred

for the members of the language. O

Theorem 8.10. Any language recognized by a RT-DkBCA is in Sy.

Proof. (Sketch) We can design a GFA for any given RT-DABCA. The values of the
counters are represented by a single number, say c. Initially c is set to 1. Let p; be
the i smallest prime, where 1 < i < k. If the value of the i counter is updated by 1
(resp., —1), then ¢ is multiplied by p; (resp., pi) It can be easily verified that ¢ = 1 if

and only if the values of all counters are zeros. O]
Lemma 8.11. Lyy ¢ uS can be recognized by a RT-N1BCA.

Corollary 8.12. The class of languages recognized by RT-DkBCA is a proper subset
of the class of the languages recognized by RT-NkBCA for any k > 0.

Lemma 8.13. L,., can be recognized by a RT-N1BCA.

Proof. At the beginning of the computation, the machine assumes that the number of
a’s is bigger than the number of b’s, (or vice versa). Then, any nondeterministic path
test the equality of the number of a’s and the number of 0’s without counting some a’s

(or ’s). O
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Fact 8.14. [78] L}, cannot be recognized by any 1INkBCA, where k > 0.

Lemma 8.15. L; , is recognized by a RT-Q1BCA(m) with negative one-sided error

bound %, where m > 1.

Proof. (Sketch) The computation is split into m paths, i.e. path, (1 < j <m), at the
beginning of each a*b™ block. In path;, the counter value is increased (resp., decreased)
by j when reading a a (resp., b). After finishing the block, all paths make a m-way
QFT, i.e., (i) the computation continuous on the distinguished target if symbol a is
read and the input is rejected on the other targets; (ii) if symbol $ is read, the input
is accepted on the distinguished target. O

8.2. Promise Problems

In this section, we use the Hadamard transform (2-way QFT) with the following

setup. Let v be a 2 x 1 column vector and H be the Hadamard transform i.e.

11
V22 (8.5)
1 =1
V2 V2
X =1 1 -1
If o= \f or v = ‘/f , then v = Hv = or v = Hv = ,
7 7 0 ’
=1 1
respectively. On the other hand, If v = ‘f or v = ‘/f , then v/ = Hv =
V2 V2
0 :
orv' = Hv = , respectively.
-1

Suppose that the computation is split into two paths with equal amplitude. In
each path, a deterministic check is done and the amplitude is multiplied with —1 if the

check fails. After that, two paths make the Hadamard transformation by assuming the
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targets surely interfere. Thus, we can obtain the following logical relation:

path, | path, | target, | target,
1 1 1 0
0 0 -1 0 (8.6)
1 0 0 1
0 1 0 -1

In other words, if both paths succeed or fail, then target; appears with probability 1,

and, in the other cases, target, appears with probability 1.

Consider the strings of the form w;cwycwscwy, where wy<;<4 € {a,b}* and |w;| =

|wa] = fws| = Jwa:

o If wy = wi A wy = w) or wy # wi A wy # wy, then it is a member of language A;

e It is a member of B, otherwise.

Theorem 8.16. A 1-rev-RT-QPDA can separate languages A and B with zero error.

Proof. (Sketch) Since the length of strings w; (1 <i < 4) are equal, they can interfere
after the Hadamard. O

8.3. Multihead Finite Automata

The following language can be recognized by 1QFAs with 1-head and 1PFAs with
3-heads for any negative one-sided error bound € € (0, 3),

{a™ba"b- - - ba™ba™ b - - ba"*ba™ | n; > 0 for any i € {1,...,k}}, (8.7)

where k € ZT.
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9. CONCLUSION

In this thesis, we define a new kind of quantum Turing machine for space bounded
computation and some of its restricted variants, i.e. quantum pushdown, counter, and
finite automata. Moreover, we present many results related to sublogarithmic and

linear space both in classical and quantum computation.

As seen from Section 3, a common open problem for most of the space-bounded
quantum computational models is whether their computational powers decrease or not

when restricted to unidirectional ones.

In [6-8], for any space-constructable s € Q(logn), Watrous showed the equiva-
lence of the classes PrSPACEx(s) and PrQSPACEx(s), where X € {Q, A}. For sublog-

arithmic space bounds, we have obtained the results:

one-way-PrSPACE(s) C one-way-PrQSPACE(s), for any s € o(logn) (9.1)

and

PrSPACE(s) € PrQSPACE(s), for any s € o(loglogn). (9.2)

For s € Q(loglogn)No(log(n)), it still remains as an open problem whether PrSPACE(s)
is a proper subset of PrQSPACE(s). It is also interesting to ask whether the results
presented by Watrous [6-8] can be extended for the classes defined by computable or

arbitrary real numbers amplitudes.

Some of our results for the constant space-bounded computation together with
previously known ones are shown in Figure 9.1, in which the containment hierarchy is
defined from bottom to top such that dotted arrows indicate subset relationships and
unbroken arrows represent the cases where it is known that the inclusion is proper.

One natural question is which dotted arrows in the figure can be replaced by unbroken



146

arrows. Some other more specific questions are presented below.

Open Problem 16. Is Ly, or Ly in one-way-BQSPACE(1)?

Open Problem 17. Is there any nonstochastic language in BQSPACE(1)?

PrQSPACE(1)
A

one—way—PrQSPACE(l)

PrSPACE(1)
—uQAL BQSPACE(1)
RN kR
QAL n COQAL LPOStQAL
=S NcoS
= UMM
BPSPACE(1) PostQAL
/
NQAL LPostS :
—g# — PostS S USg one-way-BQSPACE(1)

one-way-BPSPACE(1)
= RT-BQSPACE(1)
= REG

Figure 9.1. The relationships among classical and quantum constant space-bounded

classes

In a more general way, the following question is also interesting.

Open Problem 18. Is there any hierarchy theorem for space-bounded quantum classes?

We also give a special emphasis to the quantum models with WOM (Chapter 6)
since they can be seen as good steps to understand the nature of quantum computation,
specifically the power of configuration interferences, which is impossible in classical

computation.
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Moreover, we also do not know of lower bounds for RT-QTMs and RT-PTMs in
order to recognize a nonregular language. The same question can also be extended for
CAs and PDAs by considering the space usage on their counters and stacks, respec-

tively.
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APPENDIX A: LOCAL CONDITIONS FOR QUANTUM
MACHINES

A.1. Quantum Turing Machines

We present the list of the local conditions for QTM wellformedness in below: Let
¢j, and ¢;, be two configurations with corresponding columns v;, and vj, in E (See
Figure 3.1). The value of vj,[i] is determined by 4§ if the i’ entry of v;, corresponds
to a configuration to which ¢;, can evolve in one step, and it is zero otherwise. Let
and xo be the positions of the input tape head and y; and ys be the positions of the
work tape head for the configurations c;, and cj,, respectively. In order to evolve to
the same configuration in one step, the difference between x; and x5 and/or y; and ys
must be at most 2. Therefore, we obtain a total of 13 different cases, listed below, that
completely define the restrictions on the transition function. Note that, by taking the
conjugates of each summation, we handle the symmetric cases that are shown in the

parentheses.

For all ¢1,q2 € Q; 0,01,09 € X; and 71,72,73,71 € I' (the summations are taken
over ¢ € Q; v €T;d,dy,dy €<>; and w € ),

1. x1 = x5 and y; = yo:

a1 = q42,71 = 72 (A1)

1
Z 5((]13 0,71, q/a dla ’7/7 d27w)6(q27 g, 72, qlv d17 7/7 d2a w) =
0 otherwise

q' Y ,d1,d2,w

2.1 =29 and y3 =y — 1 (1 = z2 and y; = yo + 1):

Z 6(Q17 J,71, q/a da 725 ‘l’? (U)(S(QQ, a,73, q/a da Y4, <, w)
= (A.2)

+ 6(Q17Ua 717q/7 d7 72 _>aw)5(q?70-a ’73,q/7d7 745\1/7‘*]) =0

3. xy=xgand y; =y2 — 2 (1 =22 and y; = y2 + 2):

Z 6(q1707715q/7d7’72a_>?w)6(QQaU7’y37q/ad7’y4a<_7w> =0 (A3)
q',dw



4. x1 =x9 — 1l and y; = yo (r1 =22+ 1 and y; = yo):

Z 5(Q17 01,71, q,7 \L7 ’7I7 d7 w)é(QZa 02,72, qu ) 7/7 dv (.d)
q'dw

+ 5((]17 017’71»(]/» —>»’7/»d» W)§(Q2702a’727 q/a\J/vA/a d7 w) = 0

5 xy=xy—landyy =y2— 1 (1 =22+ 1 and y; = y2 + 1):

Z 6((]170—1,’713 q/aJ/,WQv\Law)é(q?»UQa’YBv qlv 574, <_7w)

’
q,w

+ 6((]170-1)713 ql7\La Y2, _>7W)5(QZa 02,73, ql7 <_7’y4a\L7w)

+ 5(Q17015717 q/a _>a727\1(7w)6(QQa 02,73, qla\lrv V4, (—,W)

+ 5((]17015717 q/a -2, 4)7(‘])5((]27027733 q/a\ld’ﬁlaiaw) =0

6. ry=a0—landy; =y2+1 (1 =22+ 1 and y; =y — 1):

Z 6((117 01,71, qla \1/7 Y25 lfa w)a(QQy 02,73, q/7 Y4, 7, UJ)

’
q,w

+ 5(‘11,01;717 qlvia V25 (—7(4))5((]2, 02,73, q/» <_7’747\Law)

+ 6((]17 01,71, ql7 572 \IN W)(S(QZ, 02,73, C],> \I/7 Y4, =7, W)

+ 6(Q17015717 q/a 5725 <_7w)6(QQ7U27’73a q/a\L7’Y4a\Law) =0

7T.29=29—landy1 =y2 — 2 (x1 =22+ 1 and y; = y2 + 2):

Z 6(qla 0-17717(1/7\1/’ Y2, —>7(A})(5(QQ,0'27’73, q/a V4, F7(*‘})

’
q,w

+ 6(q15 017717‘117 5,72, %aw)a(QQ; 02ary37q,7\l/a V4, (—,W) =0

8. ry=z3—landyy =y2+2 (1 =22+ 1 and y; = y2 — 2):

Z 6(Q1; O'la’th/v\l/a 725 <_7w)6(QQ70-27’73a qu 574, —>,LU)

’
q,w

+ 5(qla 0'1,")/1,q/, 572, (*,U))é((]g, 0—23737(],7\1/3 V4, 4)7("]) =0

9. xy =29 —2and y; =y (r1 =22+ 2 and y; = yo):

Z 5((]17 01,71, q/a -, ’7/7 de)(s(q% 02,72, q/7 <, 7/7 d7 w) =0
q’ vy, dw

10. z1 =22 —2and y1 =y2 — 1 (x1 =22+ 2 and y; = y2 + 1):

Z 5((117017’)’17qla 572, _>aw)6(q270-25737 ql7 <_a747¢7w)

’
q,w

+ 5(q15 01a717q/7 —>7’}/2,\L,W)5(q2702,73, q/a 574, (—,W) =0

1. z1 =22 —2and y1 =y2+ 1 (zr1 =22+ 2 and y; = y2 — 1):

Z 5((11) 01,71, q/7 -2, <, OJ)(S(QQ7 02,73, q/a V4, \I/7 LU)

’
q,w

+ 5(q15 0-17717q/7 %772a¢5w)5(q27027’y37 q/a 574, *)7(,4}) =0
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(A.8)

(A.10)

(A.11)
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12. x1 =a2—2and y1 =y2 — 2 (x1 =22 + 2 and y; = y2 + 2):

Z 5(611,01;71761/7—>772>—>»W)5(Q2702»737q/7<—a’Y47<—7w) =0 (A12)

’
q,w

13. z1 =a2—2and y1 =y2 + 2 (r1 =22+ 2 and y; = yo — 2):

Z 5(611»01,71&/7%7’}’2#—»0‘))5@2,02»’73,(]/,<—,747—>7w) =0 (A13)

’
q,w

A.2. Quantum Pushdown Automata

Local conditions for 2QPDA well-formedness:

Let z; and z; be the positions of the input tape head and y; and y; be the posi-
tions of the stack head for the configurations ¢; and c;, respectively. In order to evolve
to the same configuration in one step, the difference between x; and z; and/or y; and
y; must be at most 2. Therefore, we obtain totally 13 different cases that completely
define the restrictions on the transition function. Note that, by taking conjugate of

each summation, we obtain the symmetric cases that are shown in the parenthesis.

For each choice of q1,¢q2 € Q; 0,01,00 € ; and Y1,72,73, 74 € [ (the summations
are taken over ¢ € Q; v € I'; d,dy,dy €<>; and w € Q),

1. z; = zj and y; = y;:

1 qg=q,7 ="

(A.14)

Z 3(q1, 0,7, ¢ d1,d2, v, w0)3(q2, 0,72, ¢ da, da, y ,w) =
0  otherwise

q',d1,d2,y \w

2. z;,=xjand y; =y; — 1 (v, =x; and y; = y; + 1):

Z 5((117 J,71, q/a da ia V25 w)5(q2, ,73, q/a da <5735 w)
¢ dw (A.15)

+ 5(Q170a 717q/7 d7 *>,’)/2,W)5(QQ70', 737ql7d7 \Lv 727("]) =0

3. v, =xjand y; =y; — 2 (2, = x; and y; = y; + 2):

Z 5(Q170771;q/7d7‘>772vw)5(q2ao—av3aqlad7<;a’73vw) =0 (A16)

q,dw
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4. z;=x;—1land y; = y; (v; =x;+ 1 and y; = y;):

Z (5((]1, 01,71, q/7 \l/a da ,Y/’ CU)(S(QQ, 02,72, q/7 <, d7 '7,7 CU)
7 dy W (A.17)

+ 5(qla ala’yl7q/7 —>7d7 "}//,(U)&(q270'27")/2’ q/a\L7d7 ’y/)w) =0

5. v, =xj—landy,=y; —1 (v, =x;+ 1 and y; = y; + 1):

Z 6(Q17 01,71, qla \1/7 \l’7 Y2, O))(S(QQ, 02,73, q/7 73, OJ)

’
q,w

+ 5((]1a01a717q/7¢a%3727"‘))6((]270—2773;(]/7%,\]/’7230')) (A18)

+ 6(q170-17717 ql7 _>7\La 727(*))6((]27 02,73, q/7\lf7 <_7’y3aw)

+ 6(q1701571a q/a -, —>a'72,w)5(Q2702,’YSa q/a\LwI/v ’YQaw) =0

6. v,=x;—landy, =y; +1 (v, =2;+1and y; = y; — 1):

Z 6(Q17 01,71, q/a \1/7 \Lv Y2, (.U)(S(QQ, 02,73, q/7 Y2, W)

’
q,w

+ 5(Q1701a717q/7¢3 <;a"}/lab‘})é(Q%57—27P)/3aql7<;7\1/7’)/43(")) (Alg)

+ 6((]1,0‘1,’}/1, ql7 _>7\La 727("))5((]27 02,73, q/7\lf7 _>7,723W)

+ 6(q17 01,71, q/a —, ’Yl,w)(s(Q% g2,73, q/7 \L) \Ilv Y4, OJ) =0

T.o;=xj—landy; =y; —2 (v, =x;+ 1 and y; = y; + 2):

Z 5(q1; 01,71, q/7 \l/a —, ,)/27(*])6(QQ7 02,73, qu AR 737(’0)
q'w (A.20)

+ 5(q13 017’)’17(1’7 7, %7723w)5(q2; 0—23’737q,7~l/a (*,")/3,(4)) =0

8 z;=x;—landy, =y; +2 (v, =2;+ 1 and y; = y; — 2):

Z 5((]1; 01,71, qlv \l/a A ’yl,w)(g(QQv 02,73, q/a At 747"‘})
o (A.21)

+ 6(q1a 017’717(]/7 —, <—>717W>5(QQ7 0-27737q/7~lf7 —>7’)’4>W) =0

9. 2, =x;—2and y; = y; (z; =2; +2 and y; = y;):

Z 6(Q17015717ql7_>ad7717w)6(q270’2a727q/7<_7d77/7w) =0 (A22)

q'.dy \w

10 z;=2;—2andy; =y; — 1 (v; =2, +2and y; = y; + 1):

Z 5(q1a 01,71, qlv =572, W)(S(QQ, 02,73, ql7 A \La V25 w)
q'w (A.23)

+ 6(Q17 O-la’yl?q/7 _>7\I/7 72,W)5(q2702,73, q/a <, <_afy37w) =0
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1. z;=0;—2andy; =y;+1 (r;=2;+2and y; = y; — 1):

Z 6(q1; 01,71, q/7 7, <1, (.4})5((]27 02,73, q/a <, \La V4, LU)
o (A.24)

+ 5(‘]13 017’)’17CI', *>a\lm PYQaW)é(QQaUQ;fYBa q/a A *),")’2,(4]) =0

120, =0;—2and y; =y; —2 (v; =2, + 2 and y; = y; + 2):

Z 5(Q1a01a717qlv_>7_>7’72,w)6(q270—2>733q/3<_a<_a73vw) =0 (A25)

’
q,w

13. 2, =0;,—2andy; =y;+2 (v, =2, +2and y; = y; — 2):

Z 5(q1701a'\/17q/7_>7<_7’717w)§(q270—27’737q/1<_1_>1747w) =0 (A26)

’
q,w

Local conditions for 1QPDA well-formedness:

In order to evolve to the same configuration in one step, the difference between
x; and x; must be at most 1 in case of 1QPDA. Therefore, we obtain totally 8 differ-
ent cases that completely define the restrictions on the transition function. Similar to
2QPDA, by taking conjugate of each summation, we obtain the symmetric cases that

are shown in the parenthesis.

For each choice of ¢1,q0 € Q; 0,071,025 € f); and v1,72,73,74 € ' (the summations
are taken over ¢ € Q; v € s d € >, e €<>; and w € Q),

1. z; = z; and y; = y;:

Z 6(Q1,0', ’Yl,q/,d,e,'yl,W)é(QQ,U, 727ql7d767rylaw) = (A27)

I ai=awmn="7
q/,d,e,’y/ W

0 otherwise

2. x;=z;and y; =y; — 1 (z; = x; and y; = y; + 1):

Z 6(qla 0,71, q/a da \La Y2, LU)(S(QQ, 0,73, q/a da 73, w)
q’,d,w (A28)

+ 6(Q17Ua 717q/7 d7 _>7’y2aw)5(Q270-a 73,ql7d7 \1/7 727(*]) =0

3. Ty = Tj andyi:yj—Q(xi:xj andyi:yj+2):

Z 6(Q1707715qlvdv—>772aw)6(q270.773aq/5d7<_5737w) =0 (A29)
q,d,w



4. €Z;

D. €Z;

6. xX;

8. xZ;

zj—1land y; =y; (v; =z, + 1 and y; = y;):

Z 6(‘]170’1771’ qla -, B,VI,W)(S(QQ, 0-27727q/7~lr7 677/7(‘0) =0

’ ’
q,e,y",w

rj—landy =y;—1(r;=x;+1and y; =y; + 1):

Z 5((11701771a qla _>7\l/5727w)5(q23 0-27’737q/7\lr7 <—7’Y3aw)

’
q,w

+ 5(Q1701a’ylv qlv _>7 —%’72»&1)5(612702»’737 q/a\J/me’yQaw) = O

rj—landy =y;+1(v;=2;+1and y; =y; — 1):

Z 6((]17017’717 q/a _>1\J/a'\/27w)5(q27 0—27737q/7\1r7 —>,’72,0J)

’
q,w

+ 6(q17015717 q/a -, <_a,yl?w)6(Q270-27’73a q/7\L7\lf7 747(")) =0

rj—landy, =y; —2 (v; =x;+1and y; = y; + 2):

Z 6(q17 O-lafyl7q/7 -, —>,’}/27OJ)6(QQ,O'2,’}/3, q/a\La <—a’Y37W) =0

’
q,w

rj—landy, =y;+2 (v;=2;+1and y; = y; — 2):

Z 5(Q13 0-1’717(1/7 7, (—7’}/1,W)6(QQ,0'2,’}/37 q/v\La —>a’Y47W) =0

’
q,w

Local conditions for RT-QPDA well-formedness:
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(A.30)

(A.31)

(A.32)

(A.33)

(A.34)

For RT-QPDA, we only consider the stack tape head positions. In order to evolve

to the same configuration in one step, the difference between y; and y; must be at most

2. Therefore, we obtain totally 3 different cases that completely define the restrictions

on the transition function. Similar to the previous ones, by taking conjugate of each

summation, we obtain the symmetric cases that are shown in the parenthesis.

For each choice of ¢1,q2 € Q; 0,01,00 € ¥; and 71,72,73,74 € [' (the summations
are taken over ¢ € Q: 7' €T; e e<>; and w € ),

1. z; = xj and y; = y;:

7 ’
q,e,7 ,w

Z 5(Q170771»q/»ea’Y/aw)(s(Q%U»’th/,ea’Y 7“‘)) = .
0  otherwise

{ 1 qr=q@m=2

(A.35)
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2. l‘i:l'jandyi:yj—l({L‘i:xjandyi:yj+]_):

Z 6(Q17Ua 717q/7~l/a 727(‘})6(61270-’ 737(]/7(_773){""])
q'w (A.36)

+ 5((]1,07 ’ylvq/a 4),723("))5((]2; 0,73, qlwl/a’y%w) =0

3. v, =xjand y; =y; — 2 (2, = x; and y; = y; + 2):

Z 5(‘]1; 0,71, qla -, ’727(*))5((]23 0,73, q/v A ’737(")) =0 (A37)

’
q,w
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APPENDIX B: QUANTUM COMPUTATION

We review some basic concepts related to quantum computation in this appendix.
We refer the reader to [32] for a complete reference. We focus on finite dimensional

systems.

The state space of a quantum system (A) with n classical states, Q = {¢; | 1 <
i < n}, is an n-dimensional Hilbert space®® | denoted as H4. The set Ba = {|q) |
1 < i < n} is an orthonormal basis for H,, where the i entry of |¢;) is 1 and the
remaining ones are zeros. If isolated, A is completely described by its state vector, say

|¥), that is a linear combination of basis states®

V) = ailqu) + ...+ anlgn), (B'l)

where q; is the amplitude of |¢;), whose modulus squared, |a;|?, is the probability of
being in state ¢;, and Y .|| =1 (1 < i < n). When [¢)) contains more than one
basis state with nonzero amplitude, then it is said that A is in a superposition (of the

corresponding basis states).

The evolution of an isolated quantum system, i.e. closed quantum system, is
governed by unitary transformations, which are norm preserving operators. If a unitary

transformation, say U, is applied on state [¢), then the new state is obtained by

¥y = Uly). (B-2)

To retrieve the information from a quantum system (A), it is measured by a
quantum operator (in physical sense, it is observed by a measurement apparatus).

Throughout the thesis, Von Neumann measurements®' are used. That is, the set of the

29Tt is a complex vector space with inner product.
30We fixed it as B4. However, note that, one can also use different orthonormal basis.
31They are a special case of projective measurements.
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classical states (@) are divided into some pairwise-disjoint subsets, Q@ = Q1 + -+ - + Qx

and so H4 becomes a composition of mutually orthogonal subspaces, Ha,,...,Ha,,
ie.
H=Ha & B Ha, (B.3)
and
Ha, = span{lq) | ¢ € @i}, (B.4)

where 1 < ¢ < k. Thus, we define Von Neumann measurement P with k& outcomes as
follows: P is composed of a list of measurement operators, or specifically orthogonal

projectors, P,..., Py, defined as

P={P|P=Ylog,1 <i<hk} (B:5)

q€Q;

If A is measured by P when it is in state |¢), the outcome i € {1,... k} is obtained

with probability

||Wz>||2 = <77Z)i|¢i> = <1/)|Pi|¢>a (B~6)

where |¢;) = P;|1), and then the system collapses to state

|4:) (B.7)

VWil

which is normalized.

Let A and B be quantum systems with sets of the classical states Q = {q1,...,¢,}
and R = {ry,...,rn}, respectively. A ® B, or shortly AB, denotes the joint system
composed by A and B. The state space of AB is denoted by H 45, which is obtained by
Ha® Hp. Similarly, Bap = Ba ® Bp, i.e. Bap = {|q;r;) = |¢:)|rj) |1 <i<n,1 <5<
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m}. If Ais in state [104) and B is in state |¢p), then AB is in state [oap) = |¢a)|15B).
However, it is not always possible for a joint system (AB) to be in a state that is a
composition of two separate states belonging to the participant subsystems (A and B,

respectively). This situation is named as the entanglement of two subsystems.

In some cases, a quantum system can be in more than one state with some
probabilities, i.e. {(p;,|1)) | 1 <l < M < oo}, where p; is the probability of being
in state |¢y), >, = 1 and (¢y]¢y;) = 1. If the system is in exactly one state, then
the system is said to be in pure state, but the cases in which the system is in more
then one pure state with some probabilities, an ensemble of pure states, are said to be
in mized states. A convenient representation tool describing the state of a quantum

2

system in mixed states is the density matrix. The density matriz®? representation of

{(pi, W) | 1 <1< M < oo} is as follows:
p=>_ piln)(al. (B.8)
!

If the system is observed with measurement P = {P; | 1 < i < k}, then the outcome ¢

is obtained with probability

where
and so the corresponding density matrix becomes

pi= . (B.11)

In fact, the mixture is replaced by one of these sub-mixtures with the corresponding

32The trace of a density matrix is 1 and each density matrix is positive semidefinite.
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probability after the measurement. If the measurement is non-selective, i.e. there is no
distinction between the outcomes, the new state of the system can be seen as a mixture

of sub-mixtures

{(tr(p), 2o | 1< i < k) (B.12)

that forms the density matrix

=2 5= PP (B.13)

In the case of selective measurements, the new states (sub-mixtures) are kept separately.
Here, each sub-mixture can be considered as the state of a sub-computation obtained

by splitting the computation due to the measurement.

Note that, as seen from the above, p; alone represents (tr(p;), p;). It may be help-
ful in some contexts to consider the unnormalized state representation®® (p;), in which

the probability of being in state, the trace of the matrix (¢r(p;)), exists unconditionally.

By a suitable setup, a quantum system, as a part of a bigger closed system which
is governed by a unitary transformation, can evolve with respect to the general quantum
operators, namely superoperators, that form a superset of both unitary and classical
(stochastic) operators. That is, we compose the system of interest, the principal system,
with a system, an environment, which is prepared in a specified state. The whole
system evolves unitarily and then the environment is discarded, which is measured in
some cases before discarding. If the environment is selectively measured, the operator
applied on the principal system is called selective quantum operator. Otherwise, it is

called admissible operator. The above setup is known as open quantum systems.

Specifically, in the case of admissible operators, if the principal system is in p
and the environment is prepared in p.,,, then a unitary operator, say U, is applied on

P R Penv- After that, the environment is discarded and new state becomes p' = £(p),

33Tt is still positive semidefinite but the trace may be less than 1.
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where & is the admissible operator, a part of U, applied on the principal system. There
are many equivalent representations of them. We follow operator-sum representation.
An admissible operator £ is a finite collection of matrices (operation elements) {E; |

1 <i < m} satisfying that

> ElE =1 (B.14)

i

When admissible operator £ is applied on a density matrix p, then the new density

matrix is obtained by
) = Elp) = Y EipEl (B.15)

One of the nice properties of the admissible operator is that when two of them are
composed, we obtain anew one®! . If € = {F; | 1 <i<m}and & = {E/ |1 < j <m'},

then
E'of={EE[1<i<m,1<j<m}. (B.16)
In case of selective quantum operators, the environment is measured before the
discarding. In fact, selective quantum operators®> are the operators in order to handle
the case of the selective measurements. Let A be a finite set of outcomes. A selective

quantum operator £ is a collection of matrices {E,; | 7 € A, 1 < i < m,} satisfying

that
> ELE,;=1 (B.17)

We can classify the matrices of £ with respect to the elements of the set of the outcomes:

34Note that, the composed operator is implemented probably with a bigger environment.
35We also refer to the reader to [8].
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When selective quantum operator £ is applied on a density matrix p, then the unnor-

malized matrix representing the sub-mixture 7 € A is obtained by

pr = gr(ﬂ) - Z ET,ipEi,ia

with probability ¢r(p;). The normalized version is obtained as

pr = Erp) = L=

tr(pr)

(B.19)

(B.20)

The distinction between admissible and selective quantum operators as an issue

of this thesis is that a space-bounded computation (which may go on forever), should

be checked regularly to see whether it has halted or not. However, note that, if the

computation is time bounded, all sub-mixtures are kept alive until the end of the

computation, and so selective quantum operators can be replaced with admissible ones

with the addition of some suitable measurements.

Cxwy Cxws CXwpm,
—_—~
T T
Cxwr Bl El B,
CxQ
Note that, the configurations have the same ordering in each block.

Figure B.1. The matrix obtained by deleting all rows of UT except the ones in Cxw;.

In the remaining part, we present the general setup implementing superoperators.

Let Hc and Hq be the principal and environment systems, respectively, where C =

{c1,..., ¢} is the finite dimensional configuration set and Q = {wy, ..

., Wm }, having a

special symbol wy, the initial symbol, is the set of symbols for a finite register. Suppose

that Hc is in (mixed) state p. We prepare Hq with |wi) and apply unitary operator U
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on the joint system H¢ ® Hq, then we discard the environment Hq. In Figure B.1, the
parts of U effecting H¢, which form an admissible operator £ with operation elements
{E1,...,E,}, are seen. A straightforward calculation can validate that &£ satisfies

Equation B.14 and the new density matrix of H¢ is obtained as in Equation B.15.

In order to handle selective quantum operators, we add the following specifications

to the general setup:

i. Q is partitioned into |A| = k disjoint subsets, Q,...,8,, le. [Q,

1<i<k, and
ii. the environment is measured by P = {Prea | Pr = ), cq |w)(w|} before being

discarded.

Hence, the operation elements that are explicitly shown in Figure B.1 are grouped with
respect to the partitioning of Q (see Figure B.2), i.e., € = {&;} and & = {E; | w; €
Q} ={E;;|1<j<|Q}. Note that, the cardinality of 2.’s may not be the same.

CxQ,, CxQ,,.

Cxw El Ef Bf Et

T1,1 T1,M1 Tk, 1 Tk ,MEk

Cx0

Figure B.2. Re-partitioning of the matrix in Figure B.1
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